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1. Introduction

YANG[RFC6020] is a data definition language that was introduced to define the contents of a conceptual data store that allows networked devices to be managed using NETCONF [RFC6241]. This document defines a YANG data model for the configuration of VxLAN protocol [RFC7348].

2. Terminology

3. Requirements Language

   The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "NOT RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in BCP 14 [RFC2119] [RFC8174] when, and only when, they appear in all capitals, as shown here.

4. YANG Data Model for VxLAN Configuration

4.1. VxLAN Multicast IP Address

   The vxlan-multicast-ip is used to configure the IP multicast group, which the VxLAN VNI of the VTEP is mapping to. Both the IPv4 and IPv6 address family are supported in this document.
4.2. VxLAN Access Type

There are several access types supported for VxLAN:

- vlan-1:1: the vxlan access type is VLAN, and each VxLAN is only mapping to one VLAN.
- vlan-n:1: the vxlan access type is VLAN, and each VxLAN is mapped to several VLANs.
- L3-interface: the VxLAN access type is layer 3 interface.
- mac: the VxLAN access type is MAC address.
- vlan-l2-interface: the VxLAN access type is VLAN plus Layer 2 interface.

4.3. Inner VLAN Tag Handling Mode

There are two handling modes for the inner VLAN tag: discard-inner-vlan mode and no-discard-inner-vlan mode. If the VTEP interface works in the discard-inner-vlan mode, the VxLAN is only mapped to one VLAN. The inner VLAN tag will be stripped when encapsulating the VxLAN frame. On the decapsulation side, if VTEP receives the VxLAN frame with inner VLAN tag, it will discard the frame in this work mode. If the VTEP receives the VxLAN frame without VLAN tag, it will fill in the VLAN tag based on the VxLAN and VLAN mapping entry.

If the VTEP interface works in the no-discard-inner-vlan mode, the VxLAN could be mapped to several VLANs. The inner VLAN tag will not stripped when encapsulating the VxLAN frame in the VxLAN encapsulation side. On the decapsulation side, if VTEP receives the VxLAN frame, it will strip the VxLAN header, and keep the VLAN frame.

5. Design Tree of VxLAN YANG Data Model

module: ietf-vxlan
  |--rw vxlan
    |   |--rw global-enable?   empty
    |   |--rw vxlan-instance* [vxlan-id]
    |   |   |--rw vxlan-id    vxlan-id
    |   |   |--rw description? string
    |   |   |--rw unknow-unicast-drop? enumeration
    |   |   |--rw filter-vrrp? enumeration
    |   |   |--rw (vxlan-access-types)? [vxlan-access-types]?
    |   |   |   |--:(access-type-vlan)
    |   |   |   |   |--rw access-type-vlan? access-type-vlan
    |   |   |   |   |--rw access-vlan-list* [vlan-id]
| | | ++-rw vlan-id vlan 
| | | +--:(access-type-mac) 
| | | | ++-rw access-type-mac? empty 
| | | | +--rw mac yang:mac-address 
| | | +--:(access-type-12interface) 
| | | | ++-rw access-type-12interface? empty 
| | | | +--rw vlan-id vlan 
| | | | +--rw interface-name if:interface-ref 
| | | +--:(access-type-13interface) 
| | | | ++-rw access-type-13interface? empty 
| | | | +--rw map-13interface* [interface-name] 
| | | | | +--rw interface-name if:interface-ref 
| | +--rw vtep-instances* [vtep-id] 
| | | | ++-rw vtep-id uint32 
| | | | +--rw vtep-name? string 
| | | | +--rw source-interface? if:interface-ref 
| | | | +--rw multicast-ip inet:ip-address 
| | | | +--rw mtu? uint32 {mtu}? 
| | | | +--rw inner-vlan-handling-mode? inner-vlan-handling-mode 
| | | | +--rw bind-vxlan-id* [vxlan-id] 
| | | | | +--rw vxlan-id vxlan-id 
| | | | +--rw static-vxlan-tunnel* [vxlan-tunnel-id] 
| | | | | ++-rw vxlan-tunnel-id uint32 
| | | | | ++-rw vxlan-tunnel-name? string 
| | | | | ++-rw address-family* [af] 
| | | | | | | +--rw af address-family-type 
| | | | | | | +--rw tunnel-source-ip? inet:ip-address 
| | | | | | | +--rw tunnel-destination-ip? inet:ip-address 
| | | | | | | +--rw bind-vxlan-id* [vxlan-id] 
| | | | | | | | +--rw vxlan-id vxlan-id 
| | | | | +--rw redundancy-group-binds 
| | | | | | ++-rw redundancy-group-bind* [vxlan-id redundancy-group] 
| | | | | | | | ++-rw vxlan-id uint32 
| | | | | | | | ++-rw redundancy-group uint32 
| | +--ro vxlan-state 
| | | ++-ro vxlan 
| | | | ++-ro vxlan-tunnels 
| | | | | ++-ro vxlan-tunnel* [local-ip remote-ip] 
| | | | | | | | ++-ro local-ip inet:ip-address 
| | | | | | | | ++-ro remote-ip inet:ip-address 
| | | | | | | | ++-ro static-tunnel-id? uint32 
| | | | | | | | ++-ro evpn-tunnel-id? uint32 
| | | | | | +--ro statistics 
| | | | | | | ++-ro tunnel-statistics 
| | | | | | | | | ++-ro in-bytes? string 
| | | | | | | | | ++-ro out-bytes? string 
| | | | | | | | | ++-ro in-packets? string 
| | | | | | | | | ++-ro out-packets? string 

6. VxLAN YANG Model

<CODE BEGINS> file "ietf-vxlan@2018-08-29.yang"
module ietf-vxlan {
  namespace "urn:ietf:params:xml:ns:yang:ietf-vxlan";
  prefix "vxlan";

  import ietf-evpn {
    prefix "evpn";
  }

  import ietf-interfaces {
    prefix "if";
  }

  import ietf-inet-types {
    prefix "inet";
  }

  import ietf-yang-types {
    prefix yang;
  }

  organization
    "IETF NVO3(Network Virtualization Overlays) Working Group";

  contact
    ""
}

<CODE ENDS>
description "The YANG module defines a generic configuration model for VxLAN protocol";

revision 2018-08-29 {
  description "Fixs some type error.";
  reference "draft-chen-nvo3-vxlan-yang-07";
}

revision 2018-01-03 {
  description "Changes the yang data model according to the NMDA style.";
  reference "draft-chen-nvo3-vxlan-yang-06";
}

revision 2017-06-29 {
  description "no changes.";
  reference "draft-chen-nvo3-vxlan-yang-05";
}

revision 2016-12-08 {
  description "updated the vxlan yang model based on the comments from IETF 97th meeting,"
  "augmenting EVPN data model, adding access type configuration and MTU configuration.";
  reference "draft-chen-nvo3-vxlan-yang-04";
revision 2016-06-02 {
    description
        "03 revision. Update the YANG data model based on the comments of IETF 95th meeting."
    reference
        "draft-chen-nvo3-vxlan-yang-03"
}

revision 2015-12-01 {
    description
        "02 revision.
    reference
        "draft-chen-nvo3-vxlan-yang-02"
}

revision 2015-10-12 {
    description
        "01 revision.
    reference
        "draft-chen-nvo3-vxlan-yang-01"
}

revision 2015-05-05 {
    description "Initial revision"
    reference
        "draft-chen-nvo3-vxlan-yang-00"
}

/* Feature */

feature vxlan-access-types {
    description
        "Support configuration vxlan access types."
}

feature mtu {
    description
        "Support configuration vxlan MTU value."
}

feature evpn-bgp-params {
    description "Support EVPN BGP parameter."
}

/* Typedefs */
typedef vlan {
typedef uint16 {
    range 1..4094;
} description
    "Typedef for VLAN";
}

typedef vxlan-id {
    type uint32;
    description
        "Typedef for VxLAN ID.";
}

typedef access-type-vlan {
    type enumeration {
        enum access-type-vlan1to1 {
            description
                "Access type is VLAN 1:1.";
        }
        enum access-type-vlan1ton {
            description
                "Access type is VLAN 1:n.";
        }
    }
    default access-type-vlan1to1;
    description
        "VxLAN access type is VLAN.";
}

typedef access-type-mac {
    type empty;
    description
        "VxLAN access type is MAC.";
}

typedef inner-vlan-handling-mode {
    type enumeration {
        enum discard-inner-vlan {
            description
                "Discard inner-VLAN.";
        }
        enum no-discard-inner-vlan {
            description
                "No discard inner-VLAN.";
        }
    }
    default discard-inner-vlan;
}
typedef address-family-type {
  type enumeration {
    enum ipv4 {
      description "IPv4";
    }
    enum ipv6 {
      description "IPv6";
    }
  }
  description "Typedef for address family type.";
}

/* Configuration Data */

container vxlan{
  leaf global-enable {
    type empty;
    description 'VXLAN global enable.';
  }
  list vxlan-instance {
    key vxlan-id;
    leaf vxlan-id {
      type vxlan-id;
      description "VxLAN ID.";
    }
    leaf description {
      type string {
        length 0..64 {
          description 'VXLAN instance description information.';
        }
      }
    }
    description 'The description information of VXLAN instance.';
  }
  leaf unknow-unicast-drop {
    type enumeration {
      enum enable {
        value 1;
        description 'Unknown unicast drop enable.';
      }
    }
  }
}

description
  "Typedef for inner-vlan-handling-mode";
}
enum disable {
    value 2;
    description 'Unknown unicast drop disable.';
}

default enable;

description 'Unknown unicast drop configuration of VXLAN instance.';

leaf filter-rrp {
    type enumeration {
        enum enable {
            value 1;
            description 'VRRP packets filter.';
        }
        enum disable {
            value 2;
            description 'VRRP packets not filter.';
        }
    }
    default enable;
    description 'VRRP packets filter configuration of VXLAN instance.';
}

choice vxlan-access-types {
    if-feature vxlan-access-types;
    case access-type-vlan {
        leaf access-type-vlan {
            type access-type-vlan;
            description "Access type is VLAN.";
        }
        list access-vlan-list {
            key vlan-id;
            leaf vlan-id {
                type vlan;
                description "VLAN ID.";
            }
            description "VLAN ID list.";
        }
        description "VxLAN access type choice is VLAN.";
    }
    
    if-feature vxlan-access-types;
    case access-type-mac {
        leaf access-type-mac {
            type access-type-vlan;
            description "Access type is MAC.";
        }
        list access-rrp-mac-list {
            key mac-address;
            leaf mac-address {
                type mac-address;
                description "MAC address.";
            }
            description "MAC address list.";
        }
        description "VxLAN access type choice is MAC.";
    }
}
case access-type-mac {
    leaf access-type-mac {
        type empty;
        description "Access type is MAC.";
    }

    leaf mac {
        type yang:mac-address;
        mandatory true;
        description "MAC Address.";
    }

description "VxLAN access type choice is MAC Address.";
}

case access-type-l2interface {
    leaf access-type-l2interface {
        type empty;
        description "VXLAN map layer two interface.";
    }

    leaf vlan-id {
        type vlan;
        mandatory true;
        description "VLAN ID.";
    }

    leaf interface-name {
        type if:interface-ref;
        mandatory true;
        description "Layer two interface name.";
    }

description "VxLAN access type choice is layer two interface.";
}

case access-type-l3interface {
    leaf access-type-l3interface {
        type empty;
        description "Access type of VxLAN is layer three interface.";
    }

description "VxLAN access type choice is layer three interface.";

list map-l3interface {
  key interface-name;
  leaf interface-name {
    type if:interface-ref;
    description
      "Layer three interface name.";
  }
  description
    "Layer three interface list.";
  description
    "VxLAN access type choice is layer three interface.";
  description
    "VxLAN access type choice.";
}

list vtep-instances {
  key vtep-id;
  leaf vtep-id {
    type uint32;
    description
      "VTEP ID.";
  }
  leaf vtep-name{
    type string;
    description
      "VTEP instance name.";
  }
  leaf source-interface {
    type if:interface-ref;
    description
      "Source interface name.";
  }
  leaf multicast-ip {
    type inet:ip-address;
    mandatory true;
    description
      "VxLAN multicast IP address.";
  }
  leaf mtu {
    if-feature mtu;
type uint32;
    description "vxlan mtu";
}

leaf inner-vlan-handling-mode {
    type inner-vlan-handling-mode;
    description "The inner vlan tag handling mode.";
}

list bind-vxlan-id {
    key vxlan-id;
    leaf vxlan-id {
        type vxlan-id;
        description "VxLAN ID.";
    }
    description "VxLAN ID list for the VTEP.";
}

description "VTEP instance.";
}

list static-vxlan-tunnel{
    key vxlan-tunnel-id;
    leaf vxlan-tunnel-id {
        type uint32;
        description "Static VxLAN tunnel ID.";
    }
    leaf vxlan-tunnel-name {
        type string;
        description "Name of the static VxLAN tunnel.";
    }
}

description "VTEP instance.";
}

description "VTEP instance.";
}

list address-family {
    key "af";
    leaf af {
        type address-family-type;
        description "Address family type value.";
    }
    leaf tunnel-source-ip {
        type inet:ip-address;
description
"Source IP address for the static VxLAN tunnel";
}

leaf tunnel-destination-ip {
    type inet:ip-address;
    description
    "Destination IP address for the static VxLAN tunnel";
}

list bind-vxlan-id {
    key vxlan-id;
    leaf vxlan-id {
        type vxlan-id;
        description
        "VxLAN ID.";
    }
    description
    "VxLAN ID list for the VTEP.";
}

description
"Per-af params.";
}

description
"Configure the static VxLAN tunnel";
}

container redundancy-group-binds {
    list redundancy-group-bind {
        key 'vxlan-id redundancy-group';
        leaf vxlan-id {
            type uint32 {
                range 1..16777215 {
                    description 'The value of VXLAN,it must between 1 to 16777215.';
                }
            }
            description 'VXLAN ID binding by redundancy group.';
        }
        leaf redundancy-group {
            type uint32 {
                range 1..4294967293 {
                    description 'The value of redundancy group,it must between 1 to' + ' 4294967293.';
                }
            }
            description 'Redundancy group ID.';
    }
}
description 'Redundancy group bind table.';
}

description 'Redundancy group bind table.';
}
description "vxlan instance list";
}
description "VxLAN configure model."
}

augment "/evpn:evpn:evpn-instances/evpn:evpn-instance"
+ "/evpn:bgp-parameters/evpn:common" {

uses evpn:bgp-parameters-grp {
  if-feature evpn-bgp-params;
}
description "EVPN configuration";
}

/* Operational data */
container vxlan-state{
  config false;
  container vxlan {
    container vxlan-tunnels {
      list vxlan-tunnel {
        key 'local-ip remote-ip';
        leaf local-ip {
          type inet:ip-address;
          description 'Local IP of tunnel.';
        }

        leaf remote-ip {
          type inet:ip-address;
          description 'Remote IP of tunnel.';
        }

        leaf static-tunnel-id {
          type uint32;
          description 'Static tunnel ID.';
        }

        leaf evpn-tunnel-id {
          type uint32;
          description 'EVPN tunnel ID.';
        }
      }
    }
  }
}
container statistics {
    container tunnel-statistics {
        leaf in-bytes {
            type string {
                length 0..24 ;
            }
            description 'Total bytes received.';
        }
    }
    leaf out-bytes {
        type string {
            length 0..24 ;
        }
        description 'Total bytes sent.';
    }
    leaf in-packets {
        type string {
            length 0..24;
        }
        description 'Total packets received.';
    }
    leaf out-packets {
        type string {
            length 0..24 ;
        }
        description 'Total packets sent.';
    }
    description 'Total tunnel statistics.';
}

container tunnel-vni-statistics {
    list tunnel-vni-statistic {
        key vxlan-id ;
        leaf vxlan-id {
            type uint32 ;
            description 'The VXLAN in tunnel.';
        }
        leaf in-bytes {
            type string {
                length 1..24 ;
            }
            description 'Total bytes received.';
        }
        leaf out-bytes {

type string {
    length 1..24 ;
}  
   description 'Total bytes sent.';

leaf in-packets {
    type string {
        length 1..24 ;
    }
    description 'Total packets received.';
}

leaf out-packets {
    type string {
        length 1..24 ;
    }
    description 'Total packets sent.';
    description 'Statistics in VXLAN tunnel.';
    description 'Statistics in VXLAN tunnel.';
    description 'Tunnel statistics.';
    description 'VXLAN tunnel info.';
    description 'VXLAN tunnel Info.';
    description 'Information of VXLAN state.';
    description 'Information of VXLAN state.';
} 

7. Security Considerations

The YANG module specified in this document defines a schema for data that is designed to be accessed via network management protocols such as NETCONF [RFC6241] or RESTCONF [RFC8040]. The lowest NETCONF layer is the secure transport layer, and the mandatory-to-implement secure transport is Secure Shell (SSH) [RFC6242]. The lowest RESTCONF layer is HTTPS, and the mandatory-to-implement secure transport is TLS [RFC5246].
The NETCONF access control model [RFC6536] provides the means to restrict access for particular NETCONF or RESTCONF users to a preconfigured subset of all available NETCONF or RESTCONF protocol operations and content.

There are a number of data nodes defined in this YANG module that are writable/creatable/deletable (i.e., config true, which is the default). These data nodes may be considered sensitive or vulnerable in some network environments. Write operations (e.g., edit-config) to these data nodes without proper protection can have a negative effect on network operations.

The vulnerable "config true" parameters and subtree are the following:

- ietf-vxlan/global-enable: this subtree specifies VxLAN enable switch. Modify the configuration can cause the VxLAN disable.
- ietf-vxlan/vxlan-instance/static-vxlan-tunnel: this subtree specifies static VxLAN tunnel configuration. Modify the configuration can cause static VxLAN tunnel disconnection.

Unauthorized access to any of these lists can adversely affect the security of both the local device and the network. This may lead to network malfunctions, delivery of packets to inappropriate destinations, and other problems.
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