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1. Introduction

SM4 [GBT.32907-2016] is a cryptographic standard issued by the Organization of State Commercial Administration of China [OSCCA] as authorized cryptographic algorithms for the use within China. The algorithm is applicable published in public.

SM4 is a symmetric encryption algorithm, specifically a blockcipher, designed for data encryption.

This document does not aim to introduce a new algorithm, but to provide a clear and open description of the SM4 algorithm in English, and also to serve as a stable reference for IETF documents that utilize this algorithm.

While this document is similar to [SM4-En] in nature, [SM4-En] is a textual translation of "SMS4" [SM4] published in 2006, and this document follows the updated text and structure of [GBT.32907-2016]. The sections 1 to 7 of this document are intentionally mapped to the corresponding sections 1 to 7 of the [GBT.32907-2016] standard for convenience of the reader.

1.1. History

The "SMS4" algorithm (the former name of SM4) was invented by Shu-Wang Lu [LSW-Bio], first published in 2003 as part of [GB.15629.11-2003], then published independently in 2006 [SM4] by OSCCA, officially renamed to "SM4" in 2012 in [GMT-0002-2012] published by OSCCA, and finally standardized in 2016 as a Chinese National Standard (GB Standard) [GBT.32907-2016].

SMS4 was originally created for use in protecting wireless networks [SM4], and is mandated in the Chinese National Standard for Wireless LAN WAPI (Wired Authentication and Privacy Infrastructure) [GB.15629.11-2003]. A proposal was made to adopt SMS4 into the IEEE 802.11i standard, but the algorithm was eventually not included due to concerns of introducing inoperability with existing ciphers.

The latest SM4 standard [GBT.32907-2016] was proposed by OSCCA, standardized through TC 260 of the Standardization Administration of the People’s Republic of China (SAC), and was drafted by the following individuals at the Data Assurance and Communication Security Research Center (DAS Center) of the Chinese Academy of
Sciences, the China Commercial Cryptography Testing Center and the Beijing Academy of Information Science & Technology (BAIST):

- Shu-Wang Lu
- Dai-Wai Li
- Kai-Yong Deng
- Chao Zhang
- Peng Luo
- Zhong Zhang
- Fang Dong
- Ying-Ying Mao
- Zhen-Hua Liu

1.2. Applications

SM4 (and SMS4) has prevalent hardware implementations [SM4-FPGA] [SM4-VLSI], due to its being the only OSCCA-approved symmetric encryption algorithm allowed for use in China.

SM4 can be used with multiple modes (See Section 8).

1.3. Cryptanalysis

A number of attacks have been attempted on SM4, such as [SM4-Analysis] [SM4-Linear], but there are no known feasible attacks against the SM4 algorithm by the time of publishing this document.

There are, however, security concerns with regards to side-channel attacks [SideChannel] when the SM4 algorithm is implemented in a device [SM4-Power].

For instance, [SM4-Power] illustrated an attack by measuring the power consumption of the device. A chosen ciphertext attack, assuming a fixed correlation between the sub-keys and data mask, is able to recover the round key successfully. When the SM4 algorithm is implemented in hardware, the parameters/keys SHOULD be randomly generated without fixed correlation.

There have been improvements to the hardware embodiment of SM4 such as [SM4-VLSI] that may resist such attacks.
In order to improve security of the SM4 cryptographic process, secure white-box implementations such as [SM4-WhiteBox] have been proposed. Speed enhancements, such as [SM4-HiSpeed], have also been proposed.

2. Terms and Definitions

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in [RFC2119].

The following terms and definitions apply to this document.

block length
   Bit-length of a message block.

key length
   Bit-length of a key.

key expansion algorithm
   An operation that converts a key into a round key.

rounds
   The number of iterations that the round function is run.

round key
   A key used in each round on the blockcipher, derived from the input key, also called a subkey.

word
   a 32-bit quantity

S-box
   The S (substitution) box function produces 8-bit output from 8-bit input, represented as Sbox(.)

3. Symbols And Abbreviations

$S \oplus T$
   bitwise exclusive-or of two 32-bit vectors $S$ and $T$. $S$ and $T$ will always have the same length.

$a \lll i$
   32-bit bitwise cyclic shift on $a$ with $i$ bits shifted left.
4. Compute Structure

The SM4 algorithm is a blockcipher, with block size of 128 bits and a key length of 128 bits.

Both encryption and key expansion uses 32 rounds of a nonlinear key schedule per block. Each round processes one of the four 32-bit words that constitute the block.

The structure of encryption and decryption are identical, except that the round key schedule has its order reversed during decryption.

Using a 8-bit S-box, it only uses exclusive-or, cyclic bit shifts and S-box lookups to execute.

5. Key And Key Parameters

Encryption key length is 128-bits, and represented below, where each \( MK_i \), \( (i = 0, 1, 2, 3) \) is a word.

\[ MK = (MK_0, MK_1, MK_2, MK_3) \]

The round key schedule is derived from the encryption key, represented as below where each \( rk_i \) \( (i = 0, \ldots, 31) \) is a word:

\[ (rk_0, rk_1, \ldots, rk_{31}) \]

System parameters used for key expansion is represented as \( FK \), where each \( FK_i \) \( (i = 0, \ldots, 3) \) is a word:

\[ FK = (FK_0, FK_1, FK_2, FK_3) \]

Constant parameters used for key expansion is represented as \( CK \), where each \( CK_i \) \( (i = 0, \ldots, 31) \) is a word:

\[ CK = (CK_0, CK_1, \ldots, CK_{31}) \]

6. Round Function \( F \)

6.1. Round Parameter Structure

Given the 128-bit input below, where each \( \$X_i\$ \) is a 32-bit word:

\[ (X_0, X_1, X_2, X_3) \]

And the round key \( rk \) is a 32-bit word:

The round function \( F \) is defined as:
F(X_0, X_1, X_2, X_3, rk) = X_0 xor T(X_1 xor X_2 xor X_3 xor rk)

6.2. Mixer Substitution T

T is a reversible substitution function that outputs 32 bits from an input of 32 bits.

It consists of a non-linear transform \( \tau \) and linear transform \( \text{L} \).

\[ T(.) = \text{L}(\tau(.)) \]

6.2.1. Non-linear Transformation \( \tau \)

\( \tau \) is composed of four parallel S-boxes.

Given a 32-bit input of \( A \), where each \( a_i \) is a 8-bit string:

\[ A = (a_0, a_1, a_2, a_3) \]

The output is a 32-bit \( B \), where each \( b_i \) is a 8-bit string:

\[ B = (b_0, b_1, b_2, b_3) \]

\( B \) is calculated as follows:

\[ (b_0, b_1, b_2, b_3) = \tau(A) \]

\( \tau(A) = (\text{Sbox}(a_0), \text{Sbox}(a_1), \text{Sbox}(a_2), \text{Sbox}(a_3)) \)

The Sbox lookup table is shown here:
For example, input "EF" will produce an output read from the S-box table row E and column F, giving the result Sbox(EF) = 84.

6.3. Linear Substitution L

The output of non-linear transformation function tau is used as input to linear transformation function L.

Given B, a 32-bit input:

L produces a 32-bit output C:

C = L(B)

L(B) = B xor (B <<< 2) xor (B <<< 10) xor (B <<< 18) xor (B <<< 24)

7. Calculation

7.1. SM4 Encryption

The encryption algorithm consists of 32 rounds and 1 reverse transform R.

Given a 128-bit plaintext input, where each X_i is a 32-bit word:

(X_0, X_1, X_2, X_3)

The output is a 128-bit ciphertext, where each Y_i is a 32-bit word:
Each round key is designated as $rk_i$, where each $rk_i$ is a 32-bit word and $i = 0, 1, 2, \ldots, 31$.

a. 32 rounds of calculation

\[ i = 0, 1, \ldots, 31 \]

\[ X_{i+4} = F(X_i, X_{i+1}, X_{i+2}, X_{i+3}, rk_i) \]

b. reverse transformation

\[ (Y_0, Y_1, Y_2, Y_3) = R(X_{32}, X_{33}, X_{34}, X_{35}) \]

\[ R(X_{32}, X_{33}, X_{34}, X_{35}) = (X_{35}, X_{34}, X_{33}, X_{32}) \]

Please refer to Section 12 for a sample calculation.

### 7.2. SM4 Decryption

Decryption takes an identical process as encryption, with the only difference the order of the round key sequence.

During decryption, the round key sequence is:

\[ (rk_{31}, rk_{30}, \ldots, rk_{0}) \]

### 7.3. SM4 Key Expansion

Round keys used during encryption are derived from the encryption key.

Specifically, given the encryption key $MK$, where each $MK_i$ is a 32-bit word:

\[ MK = (MK_0, MK_1, MK_2, MK_3) \]

Each round key $rk_i$ is created as follows, where $i = 0, 1, \ldots, 31$.

\[ (K_0, K_1, K_2, K_3) = (MK_0 \ xor \ FK_0, MK_1 \ xor \ FK_1, MK_2 \ xor \ FK_2, MK_3 \ xor \ FK_3) \]

\[ rk_i = K_{i + 4} \]

\[ K_{i + 4} = K_i \ xor \ T' (K_{i + 1} \ xor \ K_{i + 2} \ xor \ K_{i + 3} \ xor \ CK_i) \]
Since the decryption key is identical to the encryption key, the round keys used in the decryption process are derived from the decryption key through the identical process to that of during encryption.

7.3.1. Transformation Function T’

The transformation function T’ is created from T by replacing the linear transform function L with L’.

\[ L'(B) = B \oplus (B \ll 13) \oplus (B \ll 23) \]

7.3.2. System Parameter FK

System parameter FK given in hexadecimal notation, is:

\[ FK_0 = A3B1BAC6 \quad FK_1 = 56AA3350 \quad FK_2 = 677D9197 \quad FK_3 = B27022DC \]

7.3.3. Constant Parameter CK

The method to retrieve values from the constant parameter CK is as follows.

Let \( ck_{i, j} \) be the \( j \)-th byte \( (i = 0, 1, \ldots, 31; j = 0, 1, 2, 3) \) of \( CK_i \).

Therefore, each \( ck_{i, j} \) is a 8-bit string, and each \( CK_i \) a 32-bit word.

\[ CK_i = (ck_{i, 0}, ck_{i, 1}, ck_{i, 2}, ck_{i, 3}) \]

\[ ck_{i, j} = (4i + j) \times 7 \pmod{256} \]

The constant parameter \( CK_i \), \( (i = 0, 1, \ldots, 31) \) values, in hexadecimal, are:
8. Modes of Operation

This document defines multiple modes of operation for the SM4 blockcipher algorithm.

The CBC (Cipher Block Chaining), ECB (Electronic CodeBook), CFB (Cipher Feedback), OFB (Output Feedback) and CTR (Counter) modes are defined in [NIST.SP.800-38A] and utilized with the SM4 algorithm in the following sections.

8.1. Variables And Primitives

Hereinafter we define:

SM4Encrypt(P, K)
The SM4 algorithm that encrypts plaintext P with key K, described in Section 7.1

SM4Decrypt(C, K)
The SM4 algorithm that decrypts ciphertext C with key K, described in Section 7.2

b
block size in bits, defined as 128 for SM4

P_j
block j of ciphertext bitstring P

C_j
block j of ciphertext bitstring C

NBlocks(B, b)
Number of blocks of size b-bits in bitstring B

IV
Initialization vector

LSB(b, S)
Least significant b bits of the bitstring S

MSB(b, S)
Most significant b bits of the bitstring S

8.2. Initialization Vector

The CBC, CFB and OFB modes require an additional input to the encryption process, called the initialization vector (IV). The identical IV is used in the input of encryption as well as the decryption of the corresponding ciphertext.

The IV MUST fulfill the following requirements for security:

- CBC, CFB modes. The IV for a particular execution must be unpredictable.
- OFB mode. Each execution must be given a unique IV.

8.3. SM4-ECB

In SM4-ECB, the same key is utilized to create a fixed assignment for a plaintext block with a ciphertext block, meaning that a given plaintext block always gets encrypted to the same ciphertext block.
As described in [NIST.SP.800-38A], this mode should be avoided if this property is undesirable.

This mode requires input plaintext to be a multiple of the block size, which in this case of SM4 it is 128-bits. It also allows multiple blocks to be computed in parallel.

8.3.1. SM4-ECB Encryption

Inputs:

- P, plaintext, length MUST be multiple of b
- K, SM4 128-bit encryption key

Output:

- C, ciphertext, length is a multiple of b

C is defined as follows.

\[
\begin{align*}
    n &= \text{NBlocks}(P, b) \\
    \text{for } i = 1 \text{ to } n \\
    &\quad C_i = \text{SM4Encrypt}(P_i, K) \\
    \text{end for} \\
    C &= C_1 \| ... \| C_n
\end{align*}
\]

8.3.2. SM4-ECB Decryption

Inputs:

- C, ciphertext, length MUST be multiple of b
- K, SM4 128-bit encryption key

Output:

- P, plaintext, length is a multiple of b

P is defined as follows.
\( n = N\text{Blocks}(C, b) \)

for \( i = 1 \) to \( n \)
\[
P_i = \text{SM4Decrypt}(C_i, K)
\]
end for

\( P = P_1 || ... || P_n \)

### 8.4. SM4-CBC

SM4-CBC is similar to SM4-ECB that the input plaintext MUST be a multiple of the block size, which is 128-bits in SM4. SM4-CBC requires an additional input, the IV, that is unpredictable for a particular execution of the encryption process.

Since CBC encryption relies on a forward cipher operation that depend on results of the previous operation, it cannot be parallelized. However, for decryption, since ciphertext blocks are already available, CBC parallel decryption is possible.

#### 8.4.1. SM4-CBC Encryption

**Inputs:**
- P, plaintext, length MUST be multiple of \( b \)
- K, SM4 128-bit encryption key
- IV, 128-bit, unpredictable, initialization vector

**Output:**
- C, ciphertext, length is a multiple of \( b \)

C is defined as follows.

\[
n = \text{NBlocks}(P, b)
\]

\[
C_1 = \text{SM4Encrypt}(P_1 \oplus \text{IV}, K)
\]

for \( i = 2 \) to \( n \)
\[
C_i = \text{SM4Encrypt}(P_i \oplus C_{i-1}, K)
\]
end for

\( C = C_1 || ... || C_n \)
8.4.2. SM4-CBC Decryption

Inputs:

- C, ciphertext, length MUST be a multiple of b
- K, SM4 128-bit encryption key
- IV, 128-bit, unpredictable, initialization vector

Output:

- P, plaintext, length is multiple of b

P is defined as follows.

\[ n = N\text{Blocks}(C, b) \]
\[ P_1 = \text{SM4Decrypt}(C_1, K) \text{ xor } IV \]
\[ \text{for } i = 2 \text{ to } n \]
\[ P_i = \text{SM4Decrypt}(C_i, K) \text{ xor } C_{i-1} \]
\[ \text{end for} \]
\[ P = P_1 \| ... \| P_n \]

8.5. SM4-CFB

SM4-CFB relies on feedback provided by successive ciphertext segments to generate output blocks. The plaintext given must be a multiple of the block size.

Similar to SM4-CBC, SM4-CFB requires an IV that is unpredictable for a particular execution of the encryption process.

SM4-CFB further allows setting a positive integer parameter s, that is less than or equal to the block size, to specify the size of each data segment. The same segment size must be used in encryption and decryption.

In SM4-CFB, since the input block to each forward cipher function depends on the output of the previous block (except the first that depends on the IV), encryption is not parallelizable. Decryption, however, can be parallelized.
8.5.1. SM4-CFB Variants

SM4-CFB takes an integer \( s \) to determine segment size in its encryption and decryption routines. We define the following variants of SM4-CFB for various \( s \):

- SM4-CFB-1, the 1-bit SM4-CFB mode, where \( s \) is set to 1.
- SM4-CFB-8, the 8-bit SM4-CFB mode, where \( s \) is set to 8.
- SM4-CFB-64, the 64-bit SM4-CFB mode, where \( s \) is set to 64.
- SM4-CFB-128, the 128-bit SM4-CFB mode, where \( s \) is set to 128.

8.5.2. SM4-CFB Encryption

Inputs:

- \( P\# \), plaintext, length MUST be multiple of \( s \)
- \( K \), SM4 128-bit encryption key
- \( IV \), 128-bit, unpredictable, initialization vector
- \( s \), an integer \( 1 \leq s \leq b \) that defines segment size

Output:

- \( C\# \), ciphertext, length is a multiple of \( s \)

\( C\# \) is defined as follows.

\[
\begin{align*}
    n &= \text{NBlocks}(P\#, s) \\
    I_1 &= IV \\
    \text{for } i = 2 \text{ to } n \\
    \quad I_i &= \text{LSB}(b - s, I_{i-1}) \ || \ C_{i-1} \\
    \text{end for} \\
    \text{for } i = 1 \text{ to } n \\
    \quad O_j &= \text{SM4Encrypt}(I_i, K) \\
    \text{end for} \\
    \text{for } i = 1 \text{ to } n \\
    \quad C\#_i &= P\#_1 \ xor \ MSB(s, O_j) \\
    \text{end for} \\
    C\# &= C\#_1 \ || \ ... \ || \ C\#_n
\end{align*}
\]
8.5.3. SM4-CFB Decryption

Inputs:

- C#, ciphertext, length MUST be a multiple of s
- K, SM4 128-bit encryption key
- IV, 128-bit, unpredictable, initialization vector
- s, an integer 1 \leq s \leq b that defines segment size

Output:

- P#, plaintext, length is multiple of s

P is defined as follows.

\[ n = \text{NBlocks}(P\#, s) \]

\[ I_1 = \text{IV} \]

\[ \text{for } i = 2 \text{ to } n \]

\[ I_i = \text{LSB}(b - s, I_{i-1}) \mathbin{||} C_{i-1} \]

\[ \text{end for} \]

\[ \text{for } i = 1 \text{ to } n \]

\[ O_j = \text{SM4Encrypt}(I_i, K) \]

\[ \text{end for} \]

\[ \text{for } i = 1 \text{ to } n \]

\[ P\#_i = C\#_1 \mathbin{xor} \text{MSB}(s, O_j) \]

\[ \text{end for} \]

\[ P\# = P\#_1 \mathbin{||} ... \mathbin{||} P\#_n \]

8.6. SM4-OFB

SM4-OFB is the application of SM4 through the Output Feedback mode. This mode requires that the IV is a nonce, meaning that the IV MUST be unique for each execution for an input key. OFB does not require the input plaintext to be a multiple of the block size.

In OFB, the routines for encryption and decryption are identical. As each forward cipher function (except the first) depends on previous results, both routines cannot be parallelized. However given a known IV, output blocks could be generated prior to the input of plaintext (encryption) or ciphertext (decryption).
### 8.6.1. SM4-OFB Encryption

**Inputs:**
- P, plaintext, composed of \((n - 1)\) blocks of size \(b\), with the last block \(P_n\) of size \(1 \leq u \leq b\)
- \(K\), SM4 128-bit encryption key
- IV, a nonce (a unique value for each execution per given key)

**Output:**
- \(C\), ciphertext, composed of \((n - 1)\) blocks of size \(b\), with the last block \(C_n\) of size \(1 \leq u \leq b\)

\(C\) is defined as follows.

\[
\begin{align*}
n &= \text{NBlocks}(P, b) \\
I_1 &= \text{IV} \\
\text{for } i &= 1 \text{ to } (n - 1) \\
O_i &= \text{SM4Encrypt}(I_i) \\
I_{i+1} &= O_i \\
\text{end for} \\
\text{for } i &= 1 \text{ to } (n - 1) \\
C_i &= P_i \oplus O_i \\
\text{end for} \\
C_n &= P_n \oplus \text{MSB}(u, O_n) \\
C &= C_1 || \ldots || C_n
\end{align*}
\]

### 8.6.2. SM4-OFB Decryption

**Inputs:**
- \(C\), ciphertext, composed of \((n - 1)\) blocks of size \(b\), with the last block \(C_n\) of size \(1 \leq u \leq b\)
- \(K\), SM4 128-bit encryption key
- IV, the nonce used during encryption

**Output:**
C is defined as follows.

\[
\begin{align*}
\text{n} &= \text{NBlocks}(C, b) \\
I_{1} &= \text{IV} \\
\text{for } i &= 1 \text{ to } (n - 1) \\
O_{i} &= \text{SM4Encrypt}(I_{i}) \\
I_{i + 1} &= O_{i}
\end{align*}
\]

\[
\begin{align*}
\text{for } i &= 1 \text{ to } (n - 1) \\
P_{i} &= C_{i} \text{ xor } O_{i}
\end{align*}
\]

\[
P_{n} = C_{n} \text{ xor } \text{MSB}(u, O_{n})
\]

\[
P = P_{1} || ... || P_{n}
\]

8.7. SM4-CTR

SM4-CTR is an implementation of a stream cipher through a block cipher primitive. It generates a "keystream" of keys that are used to encrypt successive blocks, with the keystream created from the input key, a nonce (the IV) and an incremental counter. The counter could be any sequence that does not repeat within the block size.

Both SM4-CTR encryption and decryption routines could be parallelized, and random access is also possible.

8.7.1. SM4-CTR Encryption

Inputs:

\[
\begin{align*}
\text{o } P, \text{ plaintext, composed of } (n - 1) \text{ blocks of size } b, \text{ with the last block } P_{n} \text{ of size } 1 \leq u \leq b \\
\text{o } K, \text{ SM4 128-bit encryption key} \\
\text{o } IV, \text{ a nonce (a unique value for each execution per given key)} \\
\text{o } T, \text{ a sequence of counters from } T_{1} \text{ to } T_{n}
\end{align*}
\]

Output:
C is defined as follows.

\[
n = \text{NBlocks}(P, b)
\]

\[
\text{for } i = 1 \text{ to } n \\
\quad O_i = \text{SM4Encrypt}(T_i)
\text{end for}
\]

\[
\text{for } i = 1 \text{ to } (n - 1) \\
\quad C_i = P_i \text{ xor } O_i
\text{end for}
\]

\[
C_n = P_n \text{ xor } \text{MSB}(u, O_n)
\]

\[
C = C_1 \mid ... \mid C_n
\]

8.7.2. SM4-CTR Encryption

Inputs:

- C, ciphertext, composed of \((n - 1)\) blocks of size \(b\), with the last block \(C_n\) of size \(1 <= u <= b\)
- K, SM4 128-bit encryption key
- IV, a nonce (a unique value for each execution per given key)
- T, a sequence of counters from \(T_1\) to \(T_n\)

Output:

- P, plaintext, composed of \((n - 1)\) blocks of size \(b\), with the last block \(P_n\) of size \(1 <= u <= b\)

P is defined as follows.
n = NBlocks(C, b)

for i = 1 to n
    O_i = SM4Encrypt(T_i)
end for

for i = 1 to (n - 1)
    P_i = C_i xor O_i
end for

P_n = C_n xor MSB(u, O_n)

C = C_1 || ... || C_n

9. Object Identifier

The Object Identifier for SM4 is the value "1.2.156.10197.1.104", specified in [GMT-0006-2012].

10. Security Considerations

- Products and services that utilize cryptography are regulated by OSCCA [OSCCA]; they must be explicitly approved or certified by OSCCA before being allowed to be sold or used in China.

- SM4 [GBT.32907-2016] is a blockcipher certified by OSCCA [OSCCA]. No formal proof of security is provided. There are no known feasible attacks against SM4 algorithm by the time of publishing this document. On the other hand, there are security concerns with regards to side-channel attacks, when the SM4 algorithm is implemented in a device [SM4-Power]. For instance, [SM4-Power] illustrated an attack by measuring the power consumption of the device. A chosen ciphertext attack, assuming a fixed correlation between the sub-keys and data mask, is able to recover the round key successfully. When the SM4 algorithm is implemented in hardware, the parameters/keys SHOULD be randomly generated without fixed correlation.

- SM4 is a blockcipher symmetric algorithm with key length of 128 bits. It is considered as an alternative to AES-128 [NIST.FIPS.197].

- SM4-CFB: The OFB mode requires a unique IV for every message that is ever encrypted under the given key. If, contrary to this requirement, the same IV is used for the encryption of more than one message, then the confidentiality of those messages may be compromised. In particular, if a plaintext block of any of these messages is known, say, the jth plaintext block, then the jth
output of the forward cipher function can be determined easily from the jth ciphertext block of the message. This information allows the jth plaintext block of any other message that is encrypted using the same IV to be easily recovered from the jth ciphertext block of that message. Confidentiality may similarly be compromised if any of the input blocks to the forward cipher function for the encryption of a message is designated as the IV for the encryption of another message under the given key.

11. IANA Considerations

This document does not require any action by IANA.

12. Appendix A: Example Calculations

12.1. Example 1.

This example demonstrates encryption of a plaintext.

Plaintext: 01 23 45 67 89 AB CD EF FE DC BA 98 76 54 32 10

Encryption key: 01 23 45 67 89 AB CD EF FE DC BA 98 76 54 32 10

Status of the round key (rk_i) and round output (X_i) per round:
r0_0 = F12186F9 X_4 = 27FAD345
r0_1 = 41662B61 X_5 = A18B4CB2
r0_2 = 5A6AB19A X_6 = 11C1E22A
r0_3 = 7BA92077 X_7 = CC13E2EE
r0_4 = 367360F4 X_8 = F87C5BD5
r0_5 = 776A0C61 X_9 = 33220757
r0_6 = B6BB89B3 X_10 = 77F4C297
r0_7 = 24763151 X_11 = 7A96F2EB
r0_8 = A520307C X_12 = 27DAC07F
r0_9 = B7584DBD X_13 = 42DD0F19
r0_10 = C30753ED X_14 = B8A5DA02
r0_11 = 7EE55B57 X_15 = 907127FA
r0_12 = 6988608C X_16 = 8B952B83
r0_13 = 3D0895B7 X_17 = D427BC59
r0_14 = 44BA14AF X_18 = 2FFC5831
r0_15 = 104495A1 X_19 = F69E6888
r0_16 = D120B428 X_20 = AF2432C4
r0_17 = 73B55FA3 X_21 = ED1EC85E
r0_18 = CC874966 X_22 = 55A3BA22
r0_19 = 92244439 X_23 = 124B18AA
r0_20 = E89E641F X_24 = 6AE7725F
r0_21 = 98CA015A X_25 = F4CBA1F9
r0_22 = C7159060 X_26 = 1DCDFA10
r0_23 = 99E1FD2E X_27 = 2FF60603
r0_24 = B79B800C X_28 = EBF24FDC
r0_25 = 1D2115B0 X_29 = 6FE46B75
r0_26 = 0E228AE8 X_30 = 893450AD
r0_27 = F1780C81 X_31 = 7B938F4C
r0_28 = 42BD3654 X_32 = 536E4246
r0_29 = 62293496 X_33 = 86B3E94F
r0_30 = 01CF72E5 X_34 = D206965E
r0_31 = 9124A012 X_35 = 681EDF34

Ciphertext: 68 1E DF 34 D2 06 96 5E 86 B3 E9 4F 53 6E 42 46

12.2. Example 2

This example demonstrates encryption of a plaintext 1,000,000 times repeatedly using a fixed encryption key.

Plaintext: 01 23 45 67 89 AB CD EF FE DC BA 98 76 54 32 10

Encryption Key: 01 23 45 67 89 AB CD EF FE DC BA 98 76 54 32 10

Ciphertext: 59 52 98 C7 C6 FD 27 1F 04 02 F8 04 C3 3D 3F 66
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