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1. Introduction

This document describes the Data At Rest Encryption (DARE) Message Syntax. This syntax is used to digitally sign, digest, authenticate, or encrypt arbitrary message content.

The DARE Message Syntax is based on a subset of the JSON Web Signature [RFC7515] and JSON Web Encryption [RFC7516] standards and shares many fields and semantics. The processing model and data structures have been streamlined to remove alternative means of specifying the same content.

A DARE Message consists of a Header, Payload and an optional Trailer. To enable single pass encoding and decoding, the Header contains all the information required to perform cryptographic processing of the Payload and authentication data (digest, MAC, signature values) may be deferred to the Trailer section.

The DARE Message Syntax is designed to compliment the DARE Container syntax. A DARE Container is an append-only log format consisting of a sequence of frames. Cryptographic enhancements (signature, encryption) may be applied to individual frames or to sets of frames. Thus, a single key exchange may be used to provide a master key to encrypt multiple frames and a single signature may be used to authenticate all the frames in the container up to and including the frame in which the signature is presented.

The DARE Message syntax may be used either as a standalone cryptographic message syntax or as a means of presenting a single DARE Container frame together with the complete cryptographic context required to verify the contents and decrypt them.

1.1. Encryption and Integrity

An important innovation in the DARE Message Syntax is the separation of key exchange and data encryption operations so that a Master Key (MK) established in a single exchange to be applied to multiple octet sequences. This means that a public key operation may be used to
encrypt multiple parts of the same message or to multiple frames in a DARE Container.

To avoid reuse of the key and to avoid the need to communicate separate IVs, each octet sequence is encrypted under a different encryption key (and IV if required) derived from the Master Key by means of a salt that is unique for each octet sequence that is encrypted. The same approach is used to generate keys for calculating a MAC over the octet sequence if required. This approach allows encryption and integrity protections to be applied to the message payload, to header or trailer fields or to application defined Enhanced Data Sequences in the header or trailer.

1.1.1. Key Exchange

Traditional cryptographic containers describe the application of a single key exchange to encryption of a single octet sequence. Examples include PCKS#7/CMS [RFC2315], OpenPGP [RFC4880] and JSON Web Encryption [RFC7516].

To encrypt a message using RSA, the encoder first generates a random encryption key and initialization vector (IV). The encryption key is encrypted under the public key of each recipient to create a per-recipient decryption entry. The encryption key, plaintext and IV are used to generate the ciphertext (figure 1).

Monolithic Key Exchange and Encrypt

This approach is adequate for the task of encrypting a single octet stream. It is less than satisfactory when encrypting multiple octet streams or very long streams for which a rekeying operation is desirable.

In the DARE approach, key exchange and key derivation are separate operations and keys MAY be derived for encryption or integrity purposes or both. A single key exchange MAY be used to derive keys to apply encryption and integrity enhancements to multiple data sequences.

The DARE key exchange begins with the same key exchange used to produce the CEK in JWE but instead of using the CEK to encipher data directly, it is used as one of the inputs to a Key Derivation Function (KDF) that is used to derive parameters for each block of...
data to be encrypted. To avoid the need to introduce additional terminology, the term ‘CEK’ is still used to describe the output of the key agreement algorithm (including key unwrapping if required) but it is more appropriately described as a Master Key (figure 2).

[[This figure is not viewable in this format. The figure is available at http://mathmesh.com/Documents/draft-hallambaker-dare-message.html [3].]]

Exchange of Master Key

A Master Key may be used to encrypt any number of data items. Each data item is encrypted under a different encryption key and IV (if required). This data is derived from the Master Key using the HKDF function [RFC5869] using a different salt for each data item and separate info tags for each cryptographic function (figure 3).

[[This figure is not viewable in this format. The figure is available at http://mathmesh.com/Documents/draft-hallambaker-dare-message.html [4].]]

Data item encryption under Master Key and per-item salt.

This approach to encryption offers considerably greater flexibility allowing the same format for data item encryption to be applied at the transport, message or field level.

1.1.2. Data Erasure

Each encrypted DARE Message specifies a unique Master Salt value of at least 128 bits which is used to derive the salt values used to derive cryptographic keys for the message payload and annotations.

Erasure of the Master Salt value MAY be used to effectively render the message payload and annotations undecipherable without altering the message payload data. The work factor for decryption will be O(2^128) even if the decryption key is compromised.

1.2. Signature

As with encryption, DARE Message signatures MAY be applied to an individual message or a sequence of messages.
1.2.1. Signing Individual Plaintext Messages

When an individual plaintext message is signed, the digest value used to create the signature is calculated over the binary value of the payload data. That is, the value of the payload before the encoding (Base-64, JSON-B) is applied.

1.2.2. Signing Individual Encrypted Messages

When an individual plaintext message is signed, the digest value used to create the signature is calculated over the binary value of the payload data. That is, the value of the payload after encryption but before the encoding (Base-64, JSON-B) is applied.

Use of signing and encryption in combination presents the risk of subtle attacks depending on the order in which signing and encryption take place [Davis2001].

Naïve approaches in which a message is encrypted and then signed present the possibility of a surreptitious forwarding attack. For example, Alice signs a message and sends it to Mallet who then strips off Alice’s signature and sends the message to Bob.

Naïve approaches in which a message is signed and then encrypted present the possibility of an attacker claiming authorship of a ciphertext. For example, Alice encrypts a ciphertext for Bob and then signs it. Mallet then intercepts the message and sends it to Bob.

While neither attack is a concern in all applications, both attacks pose potential hazards for the unwary and require close inspection of application protocol design to avoid exploitation.

To prevent these attacks, each signature on a message that is signed and encrypted MUST include a witness value that is calculated by applying a MAC function to the signature value as described in section XXX.

1.2.3. Signing Sequences of Messages

To sign multiple messages with a single signature, we first construct a Merkle tree of the message payload digest values and then sign the root of the Merkle tree.

[This is not yet implemented but will be soon.]
2. Definitions

2.1. Related Specifications

The DARE message format is based on the following existing standards and specifications.

Object serialization The JSON-B [draft-hallambaker-jsonbcd] encoding is used for object serialization. This encoding is an extension of the JavaScript Object Notation (JSON) [RFC7159].

Message syntax The cryptographic processing model is based on JSON Web Signature (JWS) [RFC7515], JSON Web Encryption (JWE) [RFC7516] and JSON Web Key (JWK) [RFC7517].

Cryptographic primitives. The HMAC-based Extract-and-Expand Key Derivation Function [RFC5869] and Advanced Encryption Standard (AES) Key Wrap with Padding Algorithm [RFC3394] are used.

The Uniform Data Fingerprint method of presenting data digests is used for key identifiers and other purposes [draft-hallambaker-udf].

Cryptographic algorithms The cryptographic algorithms and identifiers described in JSON Web Algorithms (JWA) [RFC7518] are used together with additional algorithms as defined in the JSON Object Signing and Encryption IANA registry [IANAJOSE].

2.2. Requirements Language

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in [RFC2119].

2.3. Defined terms

The terms "Authentication Tag", "Content Encryption Key", "Key Management Mode", "Key Encryption", "Direct Key Agreement", "Key Agreement with Key Wrapping" and "Direct Encryption" are defined in the JWE specification [RFC7516].


Annotated Message A DARE Message that contains an Annotations field with at least one entry.
Authentication Data  A Message Authentication Code or authentication tag.

Complete Message  A DARE message that contains the key exchange information necessary for the intended recipient(s) to decrypt it.

Detached Message  A DARE message that does not contain the key exchange information necessary for the intended recipient(s) to decrypt it.

Encryption Context  The master key, encryption algorithms and associated parameters used to generate a set of one or more enhanced data sequences.

Encoded data sequence (EDS)  A sequence consisting of a salt, content data and authentication data (if required by the encryption context).

Enhancement  Applying a cryptographic operation to a data sequence. This includes encryption, authentication and both at the same time.

Generator  The party that generates a DARE message.

Group Encryption Key  A key used to encrypt data to be read by a group of users. This is typically achieved by means of some form of proxy re-encryption or distributed key generation.

Group Encryption Key Identifier  A key identifier for a group encryption key.

Master Key (MK)  The master secret from which keys are derived for authenticating enhanced data sequences.

Recipient  Any party that receives and processes at least some part of a DARE message.

Related Message  A set of DARE messages that share the same key exchange information and hence the same Master Key.

Uniform Data Fingerprint (UDF)  The means of presenting the result of a cryptographic digest function over a data sequence and content type identifier specified in the Uniform Data Fingerprint specification [draft-hallambaker-udf]
3. Architecture

A DARE message is a sequence of three parts as follows.

Header  A JSON object containing information a reader requires to begin processing the message.

Payload  An array of octets.

Trailer  A JSON object containing information calculated from the message payload.

For example, the following sequence is a JSON encoded DARE Message with an empty header, a payload of zero length and an empty trailer:

[ {}, "", {} ]

Figure 1

DARE Messages MAY be encoded using JSON serialization or a binary serialization for greater efficiency.

JSON  Offers compatibility with applications and libraries that support JSON. Payload data is encoded using Base64 incurring a 33% overhead.

JSON-B  A superset of JSON encoding that permits binary data to be encoded as a sequence of length-data segments. This avoids the Base64 overhead incurred by JSON encoding.

JSON-C  A superset of JSON-C which provides additional efficiency by allowing field tags and other repeated string data to be encoded by reference to a dictionary.

DARE Message processors MUST support JSON serialization and SHOULD support JSON-B serialization.

3.1. Processing Considerations

The DARE Message Syntax supports single pass encoding and decoding without buffering of data. All the information required to begin processing a DARE message (key agreement information, digest algorithms), is provided in the message header. All the information that is derived from message processing (authentication codes, digest values, signatures) is presented in the message trailer.

The choice of message encoding does not affect the semantics of message processing. A DARE Message MAY be reserialized under the
same serialization or converted from any of the specified serialization to any other serialization without changing the semantics or integrity properties of the message.

3.2. Content Metadata and Annotations

A header MAY contain header fields describing the payload content. These include:

- **ContentType**: Specifies the IANA Content Type.

- **Annotations**: A list of Encoded Data Sequences that provide application specific annotations to the message.

The format of the Encoded Data Sequences is described in the following section.

Consider the following mail message:

From: Alice@example.com
To: bob@example.com
Subject: TOP-SECRET Product Launch Today!

The CEO told me the product launch is today. Tell no-one!

Figure 2

Existing encryption approaches require that header fields such as the subject line be encrypted with the body of the message or not encrypted at all. Neither approach is satisfactory. In this example, the subject line gives away important information that the sender probably assumed would be encrypted. But if the subject line is encrypted together with the message body, a mail client must retrieve at least part of the message body to provide a ‘folder’ view.

The following is a plaintext DARE Message in which the header fields of the mail message are presented as annotations:
3.3. Encoded Data Sequence

An encoded data sequence (EDS) is a sequence of octets that encodes a data sequence according to cryptographic enhancements specified in the context in which it is presented. An EDS MAY be encrypted and MAY be authenticated by means of a MAC. The keys and other cryptographic parameters used to apply these enhancements are derived from the cryptographic context and a Salt prefix specified in the EDS itself.

An EDS sequence contains exactly three binary fields encoded in JSON-B serialization as follows:

- **Salt Prefix**: A sequence of octets used to derive the encryption key, Initialization Vector and MAC key as required.
- **Body**: The plaintext or encrypted content.
- **Authentication Tag**: The authentication code value in the case that the cryptographic context specifies use of authenticated encryption or a MAC, otherwise is a zero-length field.

Requiring all three fields to be present, even in cases where they are unnecessary simplifies processing at the cost of up to six additional data bytes.

The encoding of the ‘From’ header of the previous example as a plaintext EDS is as follows:
3.4. Encryption and Integrity

Encryption and integrity protections MAY be applied to any DARE Message Payload and Annotations.

The following is an encrypted version of the message shown earlier. The payload and annotations have both increased in size as a result of the block cipher padding. The header now includes Recipients and Salt fields to enable the content to be decoded.
3.4.1. Key Exchange

The DARE key exchange is based on the JWE key exchange except that encryption modes are intentionally limited and the output of the key exchange is the DARE Master Key rather than the Content Encryption Key.

A DARE Key Exchange MAY contain any number of Recipient entries, each providing a means of decrypting the Master Key using a different private key.

If the Key Exchange mechanism supports message recovery, Direct Key Agreement is used, in all other cases, Key Wrapping is used.

This approach allows messages with one intended recipient to be handled in the exact same fashion as messages with multiple recipients. While this does require an additional key wrapping...
operation, that could be avoided if a message has exactly one intended recipient, this is offset by the reduction in code complexity.

If the key exchange algorithm does not support message recovery (e.g. Diffie Hellman and Elliptic Curve Diffie-Hellman), the HKDF Extract-and-Expand Key Derivation Function is used to derive a master key using the following info tag:

"dare-master" [64 61 72 65 2d 6d 61 73 74 65 72] Key derivation info field used when deriving a master key from the output of a key exchange.

The master key length is the maximum of the key size of the encryption algorithm specified by the key exchange header, the key size of the MAC algorithm specified by the key exchange header (if used) and 256.

3.4.2. Key Identifiers

The JWE/JWS specifications define a kid field for use as a key identifier but not how the identifier itself is constructed. All DARE key identifiers are either UDF key fingerprints [draft-hallambaker-udf] or Mesh/Recrypt Group Key Identifiers.

A UDF fingerprint is formed as the digest of an IANA content type and the digested data. A UDF key fingerprint is formed with the content type application/pkix-keyinfo and the digested data is the ASN.1 DER encoded PKIX certificate keyInfo sequence for the corresponding public key.

A Group Key Identifier has the form <fingerprint>@<domain>. Where <fingerprint> is a UDF key fingerprint and <domain> is the DNS address of a service that provides the encryption service to support decryption by group members.

3.4.3. Salt Derivation

A Master Salt is a sequence of 16 or more octets that is specified in the Salt field of the header.

The Master Salt is used to derive salt values for the message payload and associated encoded data sequences as follows.

Payload

EDS
Encoders SHOULD NOT generate salt values that exceed 1024 octets.

The salt value is opaque to the DARE encoding but MAY be used to encode application specific semantics including:

- Frame number to allow reassembly of a data sequence split over a sequence of messages which may be delivered out of order.
- Transmit the Master Key in the manner of a Kerberos ticket to allow some (but not necessarily all) to avoid the need to perform a key exchange.
- Identify the Master Key under which the Enhanced Data Sequence was generated.
- Enable erasure of the encrypted data plaintext by erasure of the encryption key.

For data erasure to be effective, the salt MUST be constructed so that the difficulty of recovering the key is sufficiently high that it is infeasible. For most purposes, a salt with 128 bits of appropriately random data is sufficient.

3.4.4. Key Derivation

Encryption and/or authentication keys are derived from the Master Key using a Extract-and-Expand Key Derivation Function as follows:

1. The Master Key and salt value are used to extract the PRK (pseudorandom key)
2. The PRK is used to derive the algorithm keys using the application specific information input for that key type.

The application specific information inputs are:

"dare-encrypt" [64 61 72 65 2d 65 6e 63 72 79 70 74] To generate an encryption or encryption with authentication key.

"dare-iv" [64 61 72 65 2d 65 6e 63 72 79 70 74] To generate an initialization vector.

"dare-mac" [dare-mac] To generate a Message Authentication Code key.
3.5. Signature

While encryption and integrity enhancements can be applied to any part of a DARE message, signatures are only applied to payload digest values calculated over one or more message payloads.

The payload digest value for a message is calculated over the binary payload data. That is, after any encryption enhancement has been applied but before the message encoding is applied. This allows messages to be converted from one encoding to another without affecting signature verification.

Single Payload. The signed value is the payload digest of the message payload.

Multiple Payload. The signed value is the root of a Merkle Tree in which the payload digest of the message is one of the leaves.

Verification of a multiple payload signature naturally requires the additional digest values required to construct the Merkle Tree. These are provided in the Trailer in a format that permits multiple signers to reference the same tree data.

4. Algorithms

4.1. Field: kwd

The key wrapping and derivation algorithms.

Since the means of public key exchange is determined by the key identifier of the recipient key, it is only necessary to specify the algorithms used for key wrapping and derivation.

The default (and so far only) algorithm is kwd-aes-sha2-256-256.

Advanced Encryption Standard (AES) Key Wrap with Padding Algorithm [RFC3394] is used to wrap the Master Exchange Key. AES 256 is used.

HMAC-based Extract-and-Expand Key Derivation Function [RFC5869] is used for key derivation. SHA-2-256 is used for the hash function.

5. Reference

A DARE Message consists of a Header, an Enhanced Data Sequence (EDS) and an optional trailer. This section describes the JSON data fields used to construct headers, trailers and complete messages.
Wherever possible, fields from JWE, JWS and JWK have been used. In these cases, the fields have the exact same semantics. Note however that the classes in which these fields are presented have different structure and nesting.

5.1. Message Classes

A DARE Message contains a single DAREMessageSequence in either the JSON or Compact serialization as directed by the protocol in which it is applied.

5.1.1. Structure: DAREMessageSequence

A DARE Message containing Header, EDS and Trailer in JSON object encoding. Since a DAREMessage is almost invariably presented in JSON sequence or compact encoding, use of the DAREMessage subclass is preferred.

Although a DARE Message is functionally an object, it is serialized as an ordered sequence. This ensures that the message header field will always precede the body in a serialization, this allowing processing of the header information to be performed before the entire body has been received.

Header: DAREHeader (Optional)  The message header. May specify the key exchange data, pre-signature or signature data, cloaked headers and/or encrypted data sequences.

Body: Binary (Optional)  The message body

Trailer: DARETrailer (Optional)  The message trailer. If present, this contains the signature.

5.2. Header and Trailer Classes

A DARE Message sequence MUST contain a (possibly empty) DAREHeader and MAY contain a DARETrailer.

5.2.1. Structure: DARETrailer

A DARE Message Trailer

Signatures: DARESignature [0..Many]  A list of signatures. A message trailer MUST NOT contain a signatures field if the header contains a signatures field.
5.2.2. Structure: DAREHeader

Inherits: DARETrailer

A DARE Message Header. Since any field that is present in a trailer MAY be placed in a header instead, the message header inherits from the trailer.

EncryptionAlgorithm: String (Optional)  The encryption algorithm as specified in JWE

AuthenticationAlgorithm: String (Optional)  Message Authentication Code algorithm

Cloaked: Binary (Optional)  If present in a header or trailer, specifies an encrypted data block containing additional header fields whose values override those specified in the message and context headers.

When specified in a header, a cloaked field MAY be used to conceal metadata (content type, compression) and/or to specify an additional layer of key exchange. That applies to both the Message body and to headers specified within the cloaked header.

Processing of cloaked data is described in?

ContentType: String (Optional)  The content type field as specified in JWE

EDSS: Binary [0..Many]  If present, the Encrypted Data Segments field contains a sequence of Encrypted Data Segments encrypted under the message Master Key. The interpretation of these fields is application specific.

Signers: DARESigner [0..Many]  A list of ‘presignature’

Recipients: DARERecipient [0..Many]  A list of recipient key exchange information blocks.

5.3. Cryptographic Data

DARE Message uses the same fields as JWE and JWS but with different structure. In particular, DARE messages MAY have multiple recipients and multiple signers.
5.3.1. Structure: DARESigner

The signature value

Dig: String (Optional)  Digest algorithm hint. Specifying the digest algorithm to be applied to the message body allows the body to be processed in streaming mode.

Alg: String (Optional)  Key exchange algorithm

KeyIdentifier: String (Optional)  Key identifier of the signature key.

Certificate: X509Certificate (Optional)  PKIX certificate of signer.

Path: X509Certificate (Optional)  PKIX certificates that establish a trust path for the signer.

5.3.2. Structure: X509Certificate

X5u: String (Optional)  URL identifying an X.509 public key certificate

X5: Binary (Optional)  An X.509 public key certificate

5.3.3. Structure: DARESignature

Inherits: DARESigner

The signature value

SignatureValue: Binary (Optional)  The signature value as an Enhanced Data Sequence under the message Master Key.

5.3.4. Structure: DARERecipient

Recipient information

KeyIdentifier: String (Optional)  Key identifier for the encryption key.

   The Key identifier MUST be either a UDF fingerprint of a key or a Group Key Identifier

KeyWrapDerivation: String (Optional)  The key wrapping and derivation algorithms.
WrappedMasterKey: Binary (Optional)  The wrapped master key. The master key is encrypted under the result of the key exchange.

RecipientKeyData: String (Optional)  The per-recipient key exchange data.

6. Security Considerations

6.1. Encryption/Signature nesting

6.2. Side channel

6.3. Salt reuse

7. IANA Considerations

8. Acknowledgements

9. Test Examples

In the following examples, Alice’s encryption private key parameters are:

```json
{  "PrivateKeyDH":{    "kid":"MDAD3-E4BYE-MK6CH-QA2HD-TKRS2-KIX5Y-A",    "Domain":"YE6bnq1MlX5ojaJto6PLP_PEwA",    "Public":"GaMqeF8I2s00AUUMmld1dcXflA61rbbUfl1BbpYHLtz3GrwkVR_JsGd q1CVWQEX9McxsYTJucfJzeHlvlsyoU1AY9H3Qtm_aC1oeARO8yXboUTjKtwgHlqu0 s6kI1-p-tcaqu2PXReTFvOG9HtSr60iSuR29G9JHpKQNZCTdpoq4B2oBw6LvSly-p 18bDcB_Je00ocqT8Ab08TjkhIG2OHaZDEgdDOU1nIAT1hIxh48sLuPSdou-F76L17 8Jte_oJKTqGCUUeOm_397_d4sbaCiPO0RM1l1FC7Vehi2TIDL6bRF7ujoMdCdxreYn9 D1btr1n7hkcXEAU_5NylVxwKdBw",    "Private":"cokg2SxP_IdDAswgUZWFu6q1KrEVX83uwDUj15LWiioknY6dY wW2_mADDQ_2DRxm73j3fTH6C73KA0x-cJnJYDqr8kU3FbEXBn8wxFL6M-SgVxyKa jZ5MRL0-3EayNCAE_HLNoeUqAgGacw-1nDgQO7e4F0hkEwa29JdwBKTJxY93WAB Xd3x2ahBNws3sh2NU_FGUAzfnTPdwWTtXimySVF47pex-gRbYFVV-CmjZuOf-5 fL-M-RwU1nf28qJ8Sj_zKmjJc6TSrMky8ox1u6v7WHOFRiweMCyBQ3x2Zc2ypXPfF DvvAu5RYiVoUbr1ES1UswP0biE21Og"})
```

Figure 6

Alice’s signature private key parameters are:
"PrivateKeyRSA": {
  "kid": "MBWNO-2J43U-ESWKX-QXWL6-6YG EW-UOPWU-A",
  "n": "INzmbkaM1VH1mYv7EDEhwXDNoJim5wBq1tvlvp5PgzzwX-k1YXufhj0-
  Mps0ozcntpsuAyJnvdvvgw_1udiptSYyiuXO83UMj2e_yly64MvnqTL47S2QauAN3QQ
  9cu_cw_--Eyj_erspiaq6RpxNzGcabZzt2l7lJ7DPVZ3SNlW-hWxd4HkrFVW_Ymp
  hntLl1jciQ3yMzS9w9dbetqPZ0x86Ibargy850mBYozvNNEEs-dJiRQhoJy45g-ESyF
  BuAh2BlOmg6b10XN1q96egAh-a-fW9XRF-SHdX5mkaefDGK4r7_RoE4gRwhDM3jbjz8
  1-FZ2AGpNfVEvB-25_vF6910L", 
  "e": "AQAB",
  "d": "X_v_h7JoT-VvUt44x6jsax-pTdBHrljklzSYXGe4yIBbmMVe-Gl2ECKtLe
  nNbafo4RGyggkgk7PE05BtX-rf38tcGqihEng8aaFIZ-h1_y99p5g AMQGNJaoVMsLb99QNN2hE4JTquP56mVvQAI3Zn6bhhA02qdxS_w6IRU5KnHCrd47
  DKGHcaGcQ-caxGec7M_XNPgp10tcccQZ46-105VCsvct_jb_YsEsEve4eJhb_2TU4C7
  p4wXDj60ppFJ2VzAIkHq8FCn0QdXEJ14vSiBzUFRsl5c6gjQ2CBhxc_kb78w
  WvWw5tgoXvXlVr2piq2Nrl0Q", 
  "p": "GosXfRJlFpK0ky17vqzrs-M5moXU23LGFyHTxxt66EYTlWExs256f6kx
  UD5K_QD_YnqdxjvyobGDpmWwEuwogwVWcz90ncQdCU4MPcz81pOQdl1-tXMmtOg
  GBY9mapMTE0wc71H1LDrEvz_TzAH4izu-CUEZ_M5EcwyFM", 
  "q": "6Fy6DnV4rKUlAICqGyIwGrkrS_F6phB-whx0nSVFkkwpp JiplnC6xqj3
  OYPCZy1xaTHnxC50ntrraeNEcWfNPrtpN5XIZjbo1iA2IcQkn1d0i8oduEtk
  oICuY320zB6MpuucWz102Q4eTF33ryCC_zjf80Rv20e31Itc", 
  "dp": "hJfjbe9BmWx-HqaCPSanEW-9QYyymxm_2XOGUiiA5N7vuici5ym0FOvFb_B9
  vij7C4NOagL13EjFgjsa559nOsAzm-4WKRrKJDn6xyzRyughsknc69otvNn1kNw
  CqeoK205m7jC4KDzWGCZc1RKtIT6H-tsfta8Lh8fFQ4deoEuV7uc", 
  "dq": "r68r_ViE0pcoajaLhlfiU09mm2MVlBkkXm86nbtqH297pmrLwJrDvTtxGCh0
  c6w0yZbUeujBEBvkyzoE6qYCWtE3Lek1m0TX6ANQENd1ncUA_KrBck3TFYSYIYJ
  fRax1mM2KUjQoAji2WXGecKL_TcpLkt4hDlWAXN0TGo1Sc", 
  "qi": "DfHtLB1oxXKgp3En8jQy5Qxeb7-v7_v8n5-_E1QQNLSRv2m_auojkR19
  NY3gokHNX5M41q6ljLUL001R0J02KUq57s8GZkheFvbJLNC6KAw_aRTZgyJm2b
  e2v50CHSkm88tgJWbtky-JOPKTFV5gOMVdeCzGX286ErjDHGC"
}

Figure 7

The body of the test message is the UTF8 representation of the following string:

"This is a test long enough to require multiple blocks"

Figure 8

The EDS sequences, are the UTF8 representation of the following strings:

"Subject: Message metadata should be encrypted"

Figure 9
9.1. Plaintext Message

A plaintext message without associated EDS sequences is an empty header followed by the message body:

```
{  
    "DAREMessage": [{}],  
    "VGhpcyBpcyBhIHRlc3QgbG9uZyBlbm91Z2ggdG8gcmVxdWlyZSBtdWx0aXBsZS  
        BibG9ja3M"  
}  
```

Figure 10

9.2. Plaintext Message with EDS

If a plaintext message contains EDS sequences, these are also in plaintext:

```
{  
    "DAREMessage": [  
        "Annotations": ["iAEBiC1TdWJqZWN0OiBNZXNzYWdlIG1ldGVsZCBibG9ja3M",  
            "iAEciMDE4LT4yLT4iAA",  
            "VGhpcyBpcyBhIHRlc3QgbG9uZyBlbm91Z2ggdG8gcmVxdWlyZSBtdWx0aXBsZS  
                BibG9ja3M"  
        ]  
}  
```

Figure 11

9.3. Encrypted Message

The creator generates a master session key:

```
94 D7 0B C4 8C 43 B2 0E 7C 2A F8 C2 37 9C 8F E5  
CA A7 8F BC 4C B3 9F CB 14 AA 5F 4C 41 AF 52 4B  
```

Figure 12

The creator generates an ephemeral key:
{  
"PrivateKeyDH": {  
  "kid": "MAK3V-I0KWY-NFGD7-YBPY3-OWINU-3WRPC-A",  
  "Domain": "YE6bnq1MlX5ojaJto6PLP_PElWA",  
  "Public": "ae2pacclEp9XrAFheMEHjjXMucxpFj5LvDxJunrvy0xfODseipYF 8jn0PBAE-P7CDpaw_WQyDdW4NgF7BUbYq1EaXbcVluLlyBB2Yw2MAj-Up-7pO1Fc 5kjiDnRz0SDld1JARctkR5A2cuyMvuEgB8cntCQWcoyhz4ep1Pkt1WdKoSltoV00cM 9-hj-uGFlvV6-cb15FkQ7pyKp-XUH_2YkMCIUYhkPxFx9ZOb1WNMVHn9TyLgufPnLH skaE2JDFcEBM1jwD19z_DeUx4FtNESRQQ68UgdfhpFwR3_xbL90EFbiJSjdd5lpfzv12bJm8uY5K3omsUMszyqjQA",  
  "Private": "iXfaIgr7vRvqy7ZEp_5F-3n7DL5K2zQ05l4wydy1-F27A6KhJhBW yOrVq98LuLRGH4vfyYSael_ILWzgKfC22KqN1CjJdzChwZvFyQCCXynrkH06Kak uDWpc1C0n8T8wVboalzVWovOfVM_QcywomoY6tUcbIn6fQ5xJyWb8EQHFPFDf 7W-00ezKl6eSKC25fIkIot3c2-dqQdzuU2V1k6R_6wxFxhX2NNqV7VkgfglQ6A0AkJ b8gFt6H7gmsSvdks81Xv-1VHwwH_8HBrA0cq5Ru9Thz8T4H03d0Fz-NXtCpUEww 00gRZi1UzmChc_IuIkfdQfuAGvttAA"}  
}

Figure 13

The key agreement value is calculated:

```
A2 CD 5A 08 24 70 27 5F 6F 28 A5 6D B0 AA 47 31
50 D0 F3 DA 07 13 4A 72 F7 BB 19 8E 72 60 82 51
32 0B CF 7B A1 8A FD 40 7E D5 E1 79 87 20 8B 2A
73 F5 20 2D 1C 94 FB 2D 8D 4F C0 DA 6D D7 C0 7A
D1 C6 35 A8 AD D2 DD BF F9 19 C3 BB 60 20 04 F7
D7 F0 81 F6 F3 94 6B 64 67 CD 9B F3 E4
A0 28 6E 59 5A A2 FE 00 10 17 B3 34 2C 07 20 06
2C B9 34 F0 4C C8 E9 C1 CA 80 1D 02 15 B6 CE D4
EC BB 91 2B FA 7D 9B 14 24 13 16 46 1C D2 5B 12
4A 0E 60 28 D6 38 E1 35 79 D6 DF 66 C0 C6 7F A7
E3 C1 9F 25 CD 01 A5 52 7A C1 B5 ED 3C 24 0F 8F
DD E6 27 60 F7 2D CF D5 7E 13 F8 29 53 7B 43 FC
13 F6 7B 55 8A 44 AD 16 A9 27 75 E0 9A DF 95 F6
F6 2C D5 26 88 1B EB 20 EE 26 C6 4E 17 20 54 BA
DB A5 37 A4 99 A2 FC 49 93 DE F5 8F F5 3B D1 F3
FF 9D 71 38 B1 AE 94 E0 10 61 16 CA 8F B9 16 1C
```

Figure 14

The key agreement value is used as the input to a HKDF key derivation function with the info parameter System.Byte[] to create the key used to wrap the master key:
The wrapped master key is:

```
14 98 FB 8C 0A D0 C8 C6 65 D3 9F F5 6B 80 42 96
0A 71 E9 93 F7 14 D2 29 C9 DB 96 FE FA 9A DB 74
29 F4 35 36 BC CF BF 41
```

Figure 16

This information is used to calculate the Recipient information shown in the example below.

To encrypt a message, we first generate a unique salt value:

```
82 D1 8C BA A0 F0 26 5C 7A 35 5F 82 1F 88 35 CD
```

Figure 17

The salt value and master key are used to generate the payload encryption key:

```
D3 74 4A 8E 69 65 A4 71 8B 14 44 AA CC E6 7F 66
07 87 91 3E F3 41 DE 2D DE 5F 4A 7C 19 D5 75 79
```

Figure 18

Since AES is a block cipher, we also require an initialization vector:

```
0A 5A 94 71 54 7B C2 16 E8 BF D2 66 5D 8D E5 BF
```

Figure 19

The output sequence is the encrypted bytes:
Since the message is not signed, there is no need for a trailer. The completed message is:

```
{ "DAREMessage": {
  "enc": "A256CBC",
  "Salt": "gtGMuqDwJlx6NV-CH4glzQ",
  "recipients": [{
    "kid": "MDAD3-E4BYE-MK6CH-QA2HD-TKRS2-KIX5Y-A",
    "epk": {
      "kid": "MAK3V-IOKWY-NFGD7-YBPY3-OWINU-3WRPC-A",
      "Domain": "YE6bng1MLX5ojtaJto6PLP_PEmA",
      "Public": "aeZpao1EpPIXrAFheMEHjxJMcuxpFJ5IvDXJunryvr0xfDseipYPF8jg0pBae-P7CDPdw_WQyDdW4NgF7BuBq1EaKbcV1uLYB2Yw2MAj-Up-7po1F5kjDnRz5d0jLARCtkR5A2cuyMvuEg8cntCQWcoyzh4ep1Pkt1WKO
SK1tov00cM-9hj-uGFtBV6-cb15fkQ7pyKp-XiH_2YkMciiUYhkPxf9Z0br1WNNVHn9
TyLgufPnLHskaE23DFcKebM1jwXdI9z_DeUx4FNEsRQQ68UgdfhFpWFR3_xbL9OF
bFlJSjdd51pxZvi2SbJm8uKYSK3omsUMszyqjQA"},
    "wmk": "FJj7jArQyMZ105_1a4BC1gp6xZP3FNIpyduW_vqa23Qp9DU2vM-
_0Q"
  }
},
"MDPZoRIZ75YcQ0WYUHvSsaeuWsgbUgA-3aK0n1GlvYz0PYEV1dBT1xlFOOg_-
omKsd4t0nnsuOtp4zRwGHVAa"
}
```

Figure 21

## 9.4. Signed Message

Signed messages specify the digest algorithm to be used in the header and the signature value in the trailer. Note that the digest algorithm is not optional since it serves as notice that a decoder should digest the payload value to enable signature verification.
9.5. Signed and Encrypted Message

A signed and encrypted message is encrypted and then signed. The signer proves knowledge of the payload plaintext by providing the plaintext witness value.


```json
{
  "DAREMessage": [{
    "enc": "A256CBC",
    "dig": "S512",
    "Salt": "AB4x8M6bLZjdSr6W9ntB2A",
    "recipients": [{
      "kid": "MDAD3-E4BYE-MK6CH-QA2HD-TKRS2-KIX5Y-A",
      "epk": {
        "PublicKeyDH": {
          "kid": "MDJLN-DFSIO-ZOL6P-2NOZD-YHBQH-3JQS-K-A",
          "Domain": "YE6bnq1MlX5ojaJto6PLP_PEwA",
          "Public": "XBYmS2u19AgETUuwk9d3eLWQiQ8240yddATCETYAAUHH0m29aDiBpIT9TcDVs6dtmWH-nn2ZMTwfW_RQJvymCm1AYFvmMfu3GOf6Z24nnorhZGFNGwEG7yX9eOvaIBwpTs2qw7AM4pfUhr5G0olfIvQcTR2HkUu3GqV0E0xpPhruEajKzLsDn6tZ2yyE7QB6B17YNgZGeXqOR3KmfdfY7fHkaK3L_lhtCCee2-mbwPuD0DPWscLYrKvwLzLizO00rDYMwjSrJmihnHRxQKM2a_kJAOoBftmXjlaFLCyvOK1ibPzn7_J2tY_k4lVdex6b7VKVap6ySQ"},
        "wmk": "qS1rvoKhpj1VY36uYkgRYYYJToDEeqzezTa0GoH80p2V6xc
        cbUw"
      },
      "signatures": [{
        "signature": "SArZxGhqUVUSQCta3vZ10L9AkdLD40sVSE9k2opole_FW
        4aEyMEM4c5U2Tk66dKz1047TrjHowzagSwkTdq-dV7r7oxH-oQ9fTeGlGyT8xwo
        Yw4KzSj71X_lwii2B1-Wv6dV11OFk78MC52eF7Sa0mkbWnSBOWHDjoJvEaI",
        "witness": "zvEBQmdhHJCin9brH41pD-8CNXWeszS3mHwAT-CS1k0"
      },
      "PayloadDigest": "ScoVgze547gh9LIC00pt124Zzpwlp1JFzeJQx9d
        G71feB7120NPr2GBuLp29pRRuDqgdRCfTuLeRBlkg"
    }]
  },
  "MudZFUAZRBINTZ09szFJCr9NUrE1smeuZfRforYK5_gI8-NAjLud8Jx8LM_R
  DVNXfi5GKGNhFuvfr0MqyFRQ"
}
```

Figure 23
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