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Abstract

The Application/BatchBeep content-type, like the Multipart/Related content-type, provides a mechanism for representing objects that consist of multiple components. An Application/BatchBeep entity contains the wire representation of the client-to-server part of a BEEP (Blocks Extensible Exchange Protocol) session, which consists of sequence of frames. Each frame contains a message or a part of a message. Each message (other than channel 0 messages) represents a component of the compound object, just as a body part of a Multipart/Related entity represents a component. With a
Multipart/Related entity, a body part and its reference in some other body part may be separated by many octets -- more octets than a memory-constrained device can deal with. With an Application/BatchBeep entity, a frame can contain part of a message. This allows a message and its reference in some other message to be made quite close -- close enough for a memory-constrained device to deal with. This document defines the Application/BatchBeep content-type. It also provides examples of its use.
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1 Introduction

The simple MIME content-types, such as "text/plain" provide a mechanism for representing a simple object, such as a text document. The Multipart/Related [RFC2387] content-type provides a mechanism for representing a compound object, such as a text document with two gif images.

A compound object consists of a root component, which contains references to other components of the compound object. These components may, in turn, contain references to other components of the compound object. For example, a compound object could consist of a root html text component and two gif components -- each referenced by the root component.

A compound object and a component are both abstractions. For transmission over the wire, each needs a representation. A "Multipart/Related entity" is one possible representation of a compound object, and a "body part" is one possible representation of a component.

Within a Multipart/Related entity, the number of octets separating a body part from its reference in some other body part is arbitrarily long. For a memory constrained Receiving User Agent, there is a need to keep the number of octets between a body part and its reference below some maximum number. This requirement implies the need to define some unit that represents a part of a component and to be able to interleave these units among those from other components.

This document defines a new MIME content-type Application/BatchBeep that solves this problem.

The Application/BatchBeep content-type, like the Multipart/Related content-type, provides a common mechanism for representing a compound object. A Multipart/Related entity consists of sequence of body parts separated by boundary strings, and each body part represents a component of the compound object. An Application/BatchBeep entity contains the wire representation of the client-to-server part of a BEEP (Blocks Extensible Exchange Protocol) session, which consists of sequence of frames, each of whose length is specified in the frame header. Each frame contains a message or a part of a message. Each message (other than channel 0 messages) represents a component of the compound object. Frames from different messages can be interleaved.

2 Terminology

This document uses some of the MIME terms that are defined in [RFC2045]. The following are the terms used in this document:
Entity: the headers and the content. In this document "entity" is used to describe all the octets used to represent a compound object.

Body Part: an entity inside a multipart. That is, a body part is the headers and content (i.e. octets) between the multipart boundary strings not including the CRLF at the beginning and end. This document never uses "entity" to mean "body part".

Headers: the initial lines of an entity or body part. An empty line (i.e. two adjacent CRLFs) terminates the headers. Sometimes the term "MIME header" is used instead of just "header".

Content: the part of an entity or body part that follows the headers (i.e. follows the two adjacent CRLFs). The content of a body part ends at the octet preceding the CRLF before the multipart boundary string.

Receiving User Agent: the software that receives and processes a MIME entity.

This document uses the following terms from BEEP [RFC3080].

Message: an entity as in [RFC2045]. That is, it has MIME headers and content.

Frame: a chunk of data, consisting of a frame header, a frame payload and a frame trailer.

Frame Header: the first line of a frame. It has information, such as the keyword (e.g. "MSG"), the channel number, the message number, the continuation indicator, the sequence number and the length. This document uses the term "frame header" where [RFC3080] would use the term "header", and it uses the term "header" to mean MIME ([RFC2045]) header.

Frame Payload: the octets between the frame header and frame trailer. The length field in the header’s length field specifies the octets. The frame payload is either a complete message or a part of a message.

Frame Trailer: the last line of a frame. It has only the keyword "END". For symmetry with "frame header", this document uses the term "frame trailer" where [RFC3080] would use the term "trailer".

3 Details

The Application/BatchBeep content-type, like Multipart/Related, is intended to represent a compound object consisting of several inter-
related components. This document does not specify the 
representation of these relationships, but [RFC2557] contains 
examples of Multipart/Related entities that use the Content-ID and 
Content-Location headers to identify body parts and URLs (including 
the "cid" URL) to reference body parts. It is expected that 
Application/BatchBeep entities would use the patterns described in 
[RFC2557].

For an Application/BatchBeep entity, there is one parameter for the 
Content-Type header. It is a "type" parameter, and it is like the 
"type" parameter for the Multipart/Related content-type. The value of 
the "type" parameter must be the content-type of the root body part 
and it effectively specifies the type of the compound object.

An Application/BatchBeep entity contains the wire representation of 
the client-to-server part of a BEEP (Blocks Extensible Exchange 
Protocol) session, which consists of a sequence of frames. Each frame 
consists of a frame header, a frame payload and a frame trailer.

- The frame header is a subset of the frame header of [RFC3080]. 
  Only the "MSG" keyword is allowed. As a reminder, the frame 
  header specifies the channel number, the message number, the 
  frame payload length and whether the frame is the last of a 
  message. The length field removes the need for boundary strings 
  that Multipart uses.

- The frame payload is either a message or a part of a message.

- The frame trailer is a line with keyword "END".

Each message (other than channel 0 messages) represents a component 
of the compound object, and a message is intended to have exactly the 
same representation, octet for octet, as a body part of a 
Multipart/Related entity that represents the same component. When a 
message is split across multiple frames, the frames need not be 
contiguous.

Channel 0 contains control messages. The first message is a greeting 
message. The second message is a start message which initiates 
channel 1. The first message on channel 1 represents the root 
component. There are additional start messages if the 
Application/BatchBeep content uses other channels. The additional 
channels are all odd numbered, cf. [RFC3080]. The last message is a 
close message on channel 0 that closes channel 0. This message 
signifies the end of the Application/BatchBeep entity.

The "RPY", "ERR" and "ANS" messages that a server would send to a 
client in a BEEP session are not a part of the Application/BatchBeep 
entity.
The contents of an Application/BatchBeep entity have the following properties:

1) An Application/BatchBeep entity contains the wire representation of a BEEP (Blocks Extensible Exchange Protocol) session.

2) The first frame contains a greeting message on channel 0.

3) The second frame contains a start message on channel 0 that opens channel 1.

4) If additional channels are used, there must be a start message on channel 0 before the channel is used

5) The final frame contains a close message on channel 0 that closes channel 0. There are no frames after this message.

6) There may be close messages that close other channels when they are no longer needed. Otherwise, such channels are implicitly closed when channel 0 is closed.

7) Every frame header has the keyword "MSG". Any other keyword is an error.

8) The first message on channel 1 represents the root component of the compound object.

9) An additional message on channel 1 or a message on another odd-numbered channels represents some other component of the compound object.

10) A message can be broken into multiple parts and each break can occur anywhere within the message. Each part of the message is the contents of its own frame. The order of the frames within the Application/BatchBeep entity must be the same as the order of the parts within the message.

11) According to [RFC 3080] a frame of a message can be interleaved with the frames of other messages on other channels, but the frames of two messages on the same channel cannot be interleaved.

12) A message represents a component of a compound object, and it is intended that it be exactly the same representation, octet for octet, as a body part of a Multipart/Related entity that represents the same component. In particular, the body part may contain a Content-Type header to specify the content-type of the message content. Also, the body part may contain a Content-
ID header to identify a message that is referenced from within another message.

See section 3.1 for a discussion displaying a Application/BatchBeep entity.

3.1 Parameters for Application/BatchBeep

This section defines additional parameters for Application/BatchBeep.

3.1.1 The "type" Parameter

The type parameter must be specified and its value is the content-type of the "root" body part. It permits a MIME Receiving User Agent to determine the content-type without reference to the enclosed body part. If the value of the type parameter differs from the content-type of the root body part, the Receiving User Agent’s behavior is undefined.

3.1.2 Syntax

The syntax for the "parameter" of the Multipart/Interleaved content-type (in addition to the parameters specified for multipart) is:

\[
\text{parameter} \ := \ "\text{type} \ " \ = \ "\text{type} \ / \ " \ \text{subtype} \ ; \ cf. \ [\text{RFC2045}]\
\]

4 Handling Application/BatchBeep Entities

The application that handles the Application/BatchBeep entity has the responsibility for displaying the entity. However, Application/BatchBeep body parts may contain Content-Disposition headers that provide suggestions for the display and storage of a body part, and in some cases the application may pay attention to such headers.

As a reminder, Content-Disposition headers [RFC1806] allow the sender to suggest presentation styles for MIME body parts. There are two presentation styles, ‘inline’ and ‘attachment’. Content-Disposition headers have a parameter for specifying a suggested file name for storage.

There are three cases to consider for handling Application/BatchBeep entities:

a) The Receiving User Agent recognizes Application/BatchBeep and the content-type of the root. The Receiving User Agent determines the
presentation style for the compound object; it handles the display of the components of the compound object in the context of the compound object. In this case, the Content-Disposition header information is redundant or even misleading, and the Receiving User Agent shall ignore them for purposes of display. The Receiving User Agent may use the suggested file name if the entity is stored.

b) The Receiving User Agent recognizes Application/BatchBeep, but not the content-type of the root. The Receiving User Agent will give the user the choice of suppressing the entire Application/BatchBeep entity or treating the Application/BatchBeep entity as a Multipart/Mixed entity where each message is a body part of the Multipart/Mixed entity. In this case (where the entity is not suppressed), the Receiving User Agent may find the Content-Disposition information useful for displaying each body part of the resulting Multipart/Mixed entity. If a body part has no Content-Disposition header, the Receiving User Agent should display the body part as an attachment.

c) The Receiving User Agent does not recognize Application/BatchBeep. The Receiving User Agent treats the Application/BatchBeep entity as opaque and can do nothing with it.

5 Examples

This section contains four examples. Each example is a different representation of the same compound object. The compound object has four components: an XHTML text component and three image components. One image is encoded in base64, and the other two images are encoded in binary (for sake of example). Two of the images are potentially side by side, and the third image is displayed later in the document.

The first example shows a Multipart/Related representation of the compound object. The remaining examples show Application/BatchBeep representations of the same compound object. In the second example, each frame contains a whole message. In the third example, the XHTML message is split across 3 frames, and these frames are interleaved among the three image messages. In the fourth example, the XHTML message is split across 4 frames, and the two side-by-side images are each split across two frames. The XHTML frames are interleaved among the image frames.

Each body part contains a content-disposition, which the Receiving User Agent uses according to the rules in section 3.1. Note the location of the content-disposition headers in the examples.
5.1 Example With Multipart/Related

In this example, the compound object is represented as a Multipart/Related entity so that the reader can compare it with the Application/Batch entities.

Content-Type: multipart/related; boundary="boundary-example"; type="text/xhtml+xml"

--boundary-example
Content-ID: <49568.44343xxx@foo.com>
Content-Type: text/xhtml+xml;charset="us-ascii"
Content-Disposition: inline

<?xml version="1.0"?>
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Strict//EN"
 "http://www.w3.org/TR/xhtml1/DTD/xhtml1-strict.dtd">
<html xmlns="http://www.w3.org/TR/xhtml1">
<body>
<p>some text
<img src="cid:49568.45876xxx@foo.com"/>
<img src="cid:49568.46000xxx@foo.com"/>
some more text after the images
</p>
<p>some more text without images</p>
<p>some more text</p>
<img src="cid:49568.47333xxx@foo.com"/>
</p>
<p>some final text</p>
</body>
</html>
--boundary-example
Content-ID: <49568.45876xxx@foo.com>
Content-Type: image/gif
Content-Transfer-Encoding: base64
Content-Disposition: attachment

R0lGODlhGAGgAPEAAP/////ZRaCgoAAAACH+PUNvcHlyaWdodCAoQykgMTk5NSBJRVRGLiBVbmF1dGhvcml6ZWQgZHVwbGljYXRpb24gcHJvaGliaXRlZC4Aetc...
--boundary-example
Content-ID: <49568.46000xxx@foo.com>
Content-Type: image/gif
Content-Transfer-Encoding: binary
Content-Disposition: attachment

<binary data>
--boundary-example
5.2 Example Where Each Frame Has a Complete Message

In this example, the compound object is represented as an Application/BatchBeep entity. Each frame contains an entire message, i.e. none of the messages is split across multiple frames.

```xml
<?xml version="1.0"?>
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Strict//EN"
 "http://www.w3.org/TR/xhtml1/DTD/xhtml1-strict.dtd">
<html xmlns="http://www.w3.org/TR/xhtml1">
<body>
  <p>some text
    <img src="cid:49568.45876xxx@foo.com"/>
    <img src="cid:49568.46000xxx@foo.com"/>
    some more text after the images
  </p>
  <p>some more text without images</p>
  <p>some more text
    <img src="cid:49568.47333xxx@foo.com"/>
  </p>
  <p>some final text</p>
</body>
</html>
END
```

MSG 1 2 . 551 6346
Content-ID: <49568.45876xxx@foo.com>
Content-Type: image/gif
Content-Transfer-Encoding: base64
Content-Disposition: attachment

R01GOD1hGAGgAPEAAPP:///ZRaCgoAAAAACH+PUNvcHlyaWdodCAoQykqMTk5
NSBJRVRGLiBvbmF1dGhvcml6ZWQg2HZVwbGljYXRpb24gcHJvaGliaXRlZC4A
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5.3 Example of Chunking the Root Body Part

In this example, the compound object is represented as an Application/BatchBeep. The message that represents the XHTML (root) component is split across multiple frames. The messages that contain the image components are not split across multiple frames.

In this example, the compound object is represented as an Application/BatchBeep entity. The message containing the XHTML component is split into 3 pieces so that the reference to an image is as close as possible to the beginning of the frame. The frame containing the referenced image message occurs just before the frame with the reference. This minimizes the distance between reference and referenced message.

Note that there are other possible arrangements (see the third example in section 5.4). For example, a sender could split the XHTML message so that the reference to an image is as close as possible to the end of the frame. Then the frame containing the referenced image message should occur just after the frame with the reference. The sender could mix this strategy with the one use in this example.

Content-Type: application/batchbeep;
type="text/xhtml+xml"

MSG 1 1 * 1 267
Content-ID: <49568.44343xxx@foo.com>
Content-Type: text/xhtml+xml;charset="us-ascii"
Content-Disposition: inline
<?xml version="1.0"?>
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Strict//EN"
 "http://www.w3.org/TR/xhtml1/DTD/xhtml1-strict.dtd">
<html xmlns="http://www.w3.org/TR/xhtml1">
<body>
<p>some text</p>
</body>
</html>

MSG 3 1 . 1 6346
Content-ID: <49568.45876xxx@foo.com>
Content-Type: image/gif
Content-Transfer-Encoding: base64
Content-Disposition: attachment
R0lGODlhGAGgAPEAAP/////ZRaCgoAAAACH+PUNvcHlyaWdodCAoQykgMTk5NSBJRVRGLiBVbmF1dGhvcml6ZWQgZHwGljYXRpb24gcHJvaGliaXRlZC4Aetc...

MSG 3 2 . 6347 6401
Content-ID: <49568.46000xxx@foo.com>
Content-Type: image/gif
Content-Transfer-Encoding: binary
Content-Disposition: attachment

<binary data>

MSG 1 1 * 268 166
  <img src="cid:49568.45876xxx@foo.com"/>
  <img src="cid:49568.46000xxx@foo.com"/>
  some more text after the images
</p>
</body>
</html>

MSG 3 3 . 12748 7603
Content-ID: <49568.47333xxx@foo.com>
Content-Type: image/gif
Content-Transfer-Encoding: binary
Content-Disposition: attachment

<binary data>

MSG 1 1 . 434 80
  <img src="cid:49568.47333xxx@foo.com"/>
</p>
</body>
</html>
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5.4 Example of Chunking the Several Body Parts

In this example, the compound object is represented as an Application/BatchBeep. The message that represents the XHTML (root) component is split across multiple frames. The messages that contain the image components are not split across multiple frames.

In this example, the compound object is represented as an Application/BatchBeep entity. The message containing the XHTML component is split into 4 pieces so that the reference to an image is as close as possible to either the beginning or the end of the frame. In the former case, the frame containing the referenced image message occurs just before the frame with the reference (see the first two images in this example). In the later case, the frame containing the referenced image message occurs just after the frame with the reference (see the third image in this example). This minimizes the distance between reference and referenced message. In addition, the first two image messages are split into two frames each.

Content-Type: application/batchbeep;
type=text/xhtml+xml

MSG 1 1 * 1 303
Content-ID: <49568.44343xxx@foo.com>
Content-Type: text/xhtml+xml;charset="us-ascii"
Content-Disposition: inline

<?xml version="1.0"?>
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Strict//EN"
"http://www.w3.org/TR/xhtml1/DTD/xhtml1-strict.dtd">
<html xmlns="http://www.w3.org/TR/xhtml1">
<body>
<p>some text
END

MSG 3 1 * 1 184
Content-ID: <49568.45876xxx@foo.com>
Content-Type: image/gif
Content-Transfer-Encoding: base64
Content-Disposition: attachment
R0lGODlhGAGgAPEAAP//////ZRaCgoAAAACH+PUNvcHlyaWdodCAoQykgMTk5
END

MSG 5 1 * 1 200
Content-ID: <49568.46000xxx@foo.com>
Content-Type: image/gif
Content-Transfer-Encoding: binary
Content-Disposition: attachment

<first part of the binary data>
END
6 Receiving User Agent Requirements

See section 3.1 for details about how a Receiving User Agent processes a Application/BatchBeep entity.

6.1 Data Requirements

ISSUE: what should be in this section:

MIME-capable mail user agents (MUAs) are required to provide the application:
a) the contents of the MIME entities and the entity Content-\
headers,

b) the parameters of the Application/BatchBeep Content-type header,

c) the correspondence between each body part’s local file name, that
body part’s header data, and, if present, the body part’s content-\
ID

6.2 Storing Application/BatchBeep Entities

The Application/BatchBeep content-type will be used for objects that
have internal linkages between the body parts. When the objects are
stored the linkages may require processing by the application or its
receiving user agent.

6.3 Recursion

MIME is a recursive structure. Hence, it is possible for an
Application/BatchBeep entity to contain other Application/BatchBeep
entities.

6.4 Configuration Considerations

It is suggested that MUAs that use configuration mechanisms of
[RFC1524]. For an example, refer to Application/BatchBeep as
Application/BatchBeep/<type>, where <type> is the value of the "type"
parameter.

7 Security Considerations

Security considerations relevant to Application/BatchBeep are
identical to those of the underlying content-type.

8 Registration Information for Application/BatchBeep

The following form is copied from RFC 1590, Appendix A.

To: IANA@isi.edu

Subject: Registration of new Media Type content-type/subtype

Media Type name: Application
Media subtype name: BatchBeep
Required parameters: Type, a media type/subtype.
Optional parameters: No optional parameters
Encoding considerations: Application/BatchBeep content-types cannot have encodings. But the individual messages do have encodings.
Security considerations: Depends solely on the referenced type.
Published specification: RFC-REL (this document).
Person & email address to contact for further information:

Robert Herriot
Xerox Corp.
3400 Hillview Ave, Bldg #1
Palo Alto, CA 94304
USA
Phone: 1-650-813-7696
Email: rherriot@pahv.xerox.com
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