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Abstract

This document defines two methods for securing objects (often referred to as stanzas) for the Extensible Messaging and Presence Protocol (XMPP), which allows for efficient asynchronous communication between two entities, each with might have multiple devices operating simultaneously. One is a method to encrypt stanzas to provide confidentiality protection; another is a method to sign stanzas to provide authentication and integrity protection. This document also defines a related protocol for entities to request the ephemeral session keys in use.
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## 1. Introduction

End-to-end protection and authentication of traffic sent over the Extensible Messaging and Presence Protocol [RFC6120] is a desirable goal. Requirements and a threat analysis for XMPP encryption are provided in [E2E-REQ]. Many possible approaches to meet those (or similar) requirements have been proposed over the years, including methods based on PGP, S/MIME, SIGMA, and TLS.

Most proposals have not been able to support multiple end-points for a given recipient. As more devices support XMPP, it becomes more desirable to allow an entity to communicate with another in a more secure manner, regardless of the number of agents the entity is employing. This document specifies an approach for encrypting and signing communications between two entities which each might have multiple end-points.

Comments are solicited and should be addressed to

## 2. Terminology

This document inherits XMPP-related terminology from [RFC6120], JSON Web Algorithms (JWA)-related terminology from [JOSE-JWA], JSON Web Encryption (JWE)-related terminology from [JOSE-JWE], and JSON Web Key (JWK)-related terminology from [JOSE-JWK]. Security-related terms are to be understood in the sense defined in [RFC4949].

The capitalized key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in [RFC2119].

## 3. Encryption
3.1. Determining Support

If an agent supports receiving end-to-end object encryption, it MUST advertise that fact in its responses to [XEP-0030] information ("disco#info") requests by returning a feature of "urn:ietf:params:xml:ns:xmpp-e2e:6:encryption".

<iq xmlns='jabber:client'
    id='disco1'
    to='romeo@montegue.lit/garden'
    type='result'>
    <query xmlns='http://jabber.org/protocol/disco#info'>
        ...
        ...
    </query>
</iq>

To facilitate discovery, an agent SHOULD also include [XEP-0115] information in any directed or broadcast presence updates.

3.2. Encrypting XMPP Stanzas

The process that a sending agent follows for securing stanzas is the same regardless of the form of stanza (i.e., <iq/>, <message/>, or <presence/>).

3.2.1. Prerequisites

First, the sending agent prepares and retains the following:

- The JID of the sender (i.e. its own JID). This SHOULD be the bare JID (localpart@domainpart).

- The JID of the recipient. This SHOULD be the bare JID (localpart@domainpart).

- A Session Master Key (SMK). The SMK MUST have a length at least equal to that required by the key wrapping algorithm in use and MUST be generated randomly. See [RFC4086] for considerations on generating random values.
A SMK identifier (SID). The SID MUST be unique for a given (sender, recipient, SMK) tuple, and MUST NOT be derived from SMK itself.

3.2.2. Process

For a given plaintext stanza (S), the sending agent performs the following:

1. Ensures the plaintext stanza is fully qualified, including the proper namespace declarations (e.g., contains the attribute ‘xmlns’ set to the value "jabber:client" for ‘jabber:client’ stanzas defined in [RFC6120]).

2. Notes the current UTC date and time (N) when this stanza is constructed, formatted as described under Section 7.

3. Constructs a forwarding envelope (M) using a <forwarded/> element qualified by the "urn:xmpp:forward:0" namespace (as defined in [XEP-0297]) as follows:

   * The child element <delay/> qualified by the "urn:xmpp:delay" namespace (as defined in [XEP-0203]) with the attribute ‘stamp’ set to the UTC date and time value N

   * The plaintext stanza S

4. Converts the forwarding envelope (M) to a UTF-8 encoded string (M’), optionally removing line breaks and other insignificant whitespace between elements and attributes, i.e. M’ = UTF8-encode(M). We call M’ a "stanza-string" because for purposes of encryption and decryption it is treated not as XML but as an opaque string (this avoids the need for complex canonicalization of the XML input).

5. Generates a Content Master Key (CMK). The CMK MUST have a length at least equal to that required by the content encryption algorithm in use and MUST be generated randomly. See [RFC4086] for considerations on generating random values.
6. Generates any additional unprotected block cipher factors (IV); e.g., initialization vector/nonce. A sending agent MUST ensure that no two sets of factors are used with the same CMK, and SHOULD NOT reuse such factors for other stanzas.

7. Performs the message encryption steps from [JOSE-JWE] to generate the JWE Header (H), JWE Encrypted Key (E), JWE Ciphertext (C), and JWE Integrity Value (I); using the following inputs:

   * The ‘alg’ property is set to an appropriate key wrapping algorithm (e.g., "A256KW" or "A128KW"); recipients use the key request process in Section 5 to obtain the SMK.

   * The ‘enc’ property is set to the intended content encryption algorithm.

   * SMK as the key for CMK Encryption.

   * CMK as the JWE Content Master Key.

   * IV as the JWE Initialization Vector.

   * M’ as the plaintext content to encrypt.

8. Constructs an <e2e/> element qualified by the "urn:ietf:params:xml:ns:xmpp-e2e:6" namespace as follows:

   * The attribute ‘type’ set to the value "enc".

   * The attribute ‘id’ set to the identifier value SID.

   * The child element <encheader/> qualified by the "urn:ietf:params:xml:ns:xmpp-e2e:6" namespace and with XML character data as H, encoded base64url as per [RFC4648].
* The child element <cmk/> qualified by the "urn:ietf:params:xml:ns:xmpp-e2e:6" namespace and with XML character as E, encoded base64url as per [RFC4648].

* The child element <iv/> qualified by the "urn:ietf:params:xml:ns:xmpp-e2e:6" namespace and with XML character as IV, encoded base64url as per [RFC4648].

* The child element <data/> qualified by the "urn:ietf:params:xml:ns:xmpp-e2e:6" namespace and with XML character data as C, encoded base64url as per [RFC4648].

* The child element <mac/> qualified by the "urn:ietf:params:xml:ns:xmpp-e2e:6" namespace and with XML character data as I, encoded base64url as per [RFC4648].

9. Sends the <e2e/> element as the payload of a stanza that SHOULD match the stanza from step 1 in kind (e.g., <message/>), type (e.g., "chat"), and addressing (e.g., to="romeo@montague.net" from="juliet@capulet.net/balcony"). If the original stanza (S) has a value for the 'id' attribute, this stanza MUST NOT use the same value for its 'id' attribute.

3.3. Decrypting XMPP Stanzas

3.3.1. Protocol Not Understood

If the receiving agent does not understand the protocol, it MUST do one and only one of the following: (1) ignore the <e2e/> extension, (2) ignore the entire stanza, or (3) return a <service-unavailable/> error to the sender, as described in [RFC6120].

NOTE: If the inbound stanza is an <iq/>, the receiving agent MUST return an error to the sending agent, to comply with the exchanging of IQ stanzas in [RFC6121].

3.3.2. Process

Upon receipt of an encrypted stanza, the receiving agent performs the following:

1. Determines if a valid SMK is available, associated with the SID specified by the 'id' attribute value of the <e2e/> element and
the sending agent JID specified by the 'from' attribute of the wrapping stanza. If the receiving agent does not already have the SMK, it requests it according to Section 5.

2. Performs the message decryption steps from [JOSE-JWE] to generate the plaintext forwarding envelope string \( M' \), using the following inputs:

* The JWE Header (H) from the <encheader/> element’s character data content.

* The JWE Encrypted Key (E) from the <cmk/> element’s character data content.

* The JWE Initialization Vector/Nonce (I) from the <iv/> element’s character data content.

* The JWE Ciphertext (C) from the <data/> element’s character data content.

* The JWE Integrity Value (I) from the <mac/> element’s character data content.

3. Converts the forwarding envelope UTF-8 encoded string \( M' \) into XML element \( M \).

4. Obtains the UTC date and time (N) from the <delay/> child element, and verifies it is within the accepted range, as specified in Section 7.

5. Obtains the plaintext stanza (S), which is a child element node of \( M \); the stanza MUST be fully qualified with proper namespace declarations for XMPP stanzas, to help distinguish it from other content within \( M \).

3.3.3. Insufficient Information
At step 1, if the receiving agent is unable to obtain the CMK, or the receiving agent could not otherwise determine the additional information, it MAY return a <bad-request/> error to the sending agent (as described in [RFC6120]), optionally supplemented by an application-specific error condition element of <insufficient-information/>:

```xml
<message xmlns='jabber:client'
  from='juliet@capulet.lit/balcony'
  id='fJZd9WF6IwNjFctT'
  to='romeo@montegue.lit/garden'
  type='chat'>
  <e2e xmlns='urn:ietf:params:xml:ns:xmpp-e2e:6'
    id='835c92a8-94cd-4e96-b3f3-b2e75a438f92'>
    <encheader>[XML character data]</encheader>
    <cmk>[XML character data]</cmk>
    <iv>[XML character data]</iv>
    <data>[XML character data]</data>
    <mac>[XML character data]</mac>
  </e2e>
  <error type='modify'>
    <bad-request xmlns='urn:ietf:params:xml:ns:xmpp-stanzas'/>
    <insufficient-information xmlns='urn:ietf:params:xml:ns:xmpp-e2e:6'/>
  </error>
</message>
```

In addition to returning an error, the receiving agent SHOULD NOT present the stanza to the intended recipient (human or application) and SHOULD provide some explicit alternate processing of the stanza (which MAY be to display a message informing the recipient that it has received a stanza that cannot be decrypted).

### 3.3.4. Failed Decryption

At step 2, if the receiving agent is unable to successfully decrypt the stanza, the receiving agent SHOULD return a <bad-request/> error to the sending agent (as described in [RFC6120]), optionally supplemented by an application-specific error condition element of <decryption-failed/> (previously defined in [RFC3923]):

```xml
<message xmlns='jabber:client'
  from='juliet@capulet.lit/balcony'
  id='fJZd9WF6IwNjFctT'
  to='romeo@montegue.lit/garden'
  type='chat'>
</message>
```
In addition to returning an error, the receiving agent SHOULD NOT present the stanza to the intended recipient (human or application) and SHOULD provide some explicit alternate processing of the stanza (which MAY be to display a message informing the recipient that it has received a stanza that cannot be decrypted).

3.3.5. Timestamp Not Acceptable

At step 4, if the stanza is successfully decrypted but the timestamp fails the checks outlined in Section 7, the receiving agent MAY return a <not-acceptable/> error to the sender (as described in [RFC6120]), optionally supplemented by an application-specific error condition element of <bad-timestamp/> (previously defined in [RFC3923]):
<message xmlns='jabber:client'
   from='juliet@capulet.lit/balcony'
   id='fJZd9WFIIwNgFctT'
   to='romeo@montegue.lit/garden'
   type='chat'>
<e2e xmlns='urn:ietf:params:xml:ns:xmpp-e2e:6'
   id='835c92a8-94cd-4e96-b3f3-b2e75a438f92'>
   <encheader>[XML character data]</encheader>
   <cmk>[XML character data]</cmk>
   <iv>[XML character data]</iv>
   <data>[XML character data]</data>
   <mac>[XML character data]</mac>
</e2e>
<error type='modify'>
   <bad-request xmlns='urn:ietf:params:xml:ns:xmpp-stanzas'/>
</error>
</message>

### 3.3.6. Successful Decryption

If the receiving agent successfully decrypted the payload, it MUST NOT return a stanza error.

If the payload is an `<iq/>` of type "get" or "set", and the response to this `<iq/>` is of type "error", the receiving agent MUST send the encrypted response wrapped in an `<iq/>` of type "result", to prevent exposing information about the payload.

### 3.4. Example - Securing a Message

NOTE: unless otherwise indicated, all line breaks are included for readability.

The sending agent begins with the plaintext version of the `<message/>` stanza 'S':

<message xmlns='jabber:client'
   from='juliet@capulet.lit/balcony'
   to='romeo@montegue.lit'
   type='chat'>
   <thread>35740be5-b5a4-4c4e-962a-a03b14ed92f4</thread>
   <body>
   But to be frank, and give it thee again.
   And yet I wish but for the thing I have.
   My bounty is as boundless as the sea,
   My love as deep; the more I give to thee,
The more I have, for both are infinite.
</body>
</message>

and the following prerequisites:

- **Sender JID** as "juliet@capulet.lit/balcony"
- **Recipient JID** as "romeo@montegue.lit"
- **Session Master Key (SMK)** as (base64 encoded) "xWtdjhYsH4Va_9SFySefsJfZuO3m5RrbXo_UavxxeU8"
- **SMK identifier (SID)** as "835c92a8-94cd-4e96-b3f3-b2e75a438f92"

The sending agent performs steps 1, 2, and 3 from Section 3.2.2 to generate the envelope:

```xml
<forwarded xmlns='urn:xmpp:forward:0'>
    <delay xmlns='urn:xmpp:delay' stamp='1492-05-12T20:07:37.012Z'/>
    <message xmlns='jabber:client' from='juliet@capulet.lit/balcony' to='romeo@montegue.lit' type='chat'>
        <thread>35740be5-b5a4-4c4e-962a-a03b14ed92f4</thread>
        <body>
            But to be frank, and give it thee again.
            And yet I wish but for the thing I have.
            My bounty is as boundless as the sea,
            My love as deep; the more I give to thee,
            The more I have, for both are infinite.
        </body>
    </message>
</forwarded>
```

Then the sending agent performs steps 4 through 7 (with **Content Master Key** as "LVixXX0Jx-I3v1zY1-KcGeivmWKuqOQE_71ywQSU60hLM2NoQ01zHi77zI3ie1Uh7Wb1S3kXmNilyo_FZoIG7A", base64url encoded) to generate the [JOSE-JWE] outputs:
JWE Header

{
    "alg":"A256KW",
    "enc":"A256CBC+HS512",
    "kid":"835c92a8-94cd-4e96-b3f3-b2e75a438f92"
}

JWE Encrypted Key

2tsmGH-WqDBxXJEs3d6Lb2ovK6e1_9C1logizJ9c60VlmC6Ie11HZ2Mimq2AE1gI
ploz0VQv5LOH9ST93WvvhVzMHSfx0Cw10

JWE Initialization Vector

ncOH4MsHT9H1JxinrX4wqg

JWE Ciphertext

FkFc4xGTVkjn7ojtS0Sy8IWFq5sQKEIA1vLaBK1eqVX1PA1qI3jPp4TzC2I2eh7
01lef3iRNU3dlnlgP2aREyHycEpE3Fae1uoVG90B1FrJmDUKaka7eb6G1mamWFp
9onv-M5-GGUp2ej9f10Fo1i-0-rwH2q47SUpAeKq5Z4dzs8YxQF-XyJbCPTtM-UQC
2-._q-3EKBBHC4jM3qWdxVJ0JbIif3fCvRwzJh4AOB84YrfvkgUJMitqQp2H6QB
NqGU5pL16341M8R-mhGciZDX2Jh_nKoXLaF5GcvL9P1170dfqccFBIIPpjnNrgX
_2zfPfjeq7ILx98GhVkrLYU9HVOFPCyci-1F9nfw1gel1Lfoj5Qzyi4J25OTyA
O_zPMqVAXmUReqF5Ud1qg50a4ByYnXbbhZ538888ELzPSE9XypdgP-1c
SyRke7V81e4eHNsm01TgWlLY0Fk4mYAM5Z0TItJxmQtmRp6izYz5Fdh9f_WdoB
1RXmGE2ydv1-estCj5ghsV3gkted10HA4R_M_N5TFIwvh7iissyRL2AQtqYFB
7p26OZ-cYSLc4qFFxXb13U9a2-Byu18hm_E2b3m4GmhmsClR0m-ught9Ek4h9BIx
FhDKPr-htoXc93-uONZ1AQfkITAH1JfQ

JWE Integrity Value

Aj81KdPMDE4U82UAhDJBArr13USmuzS2hfFOe_OBEv8

Then the sending agent performs steps 8 and 9, and sends the following:

<message xmlns='jabber:client'
    from='juliet@capulet.lit/balcony'
    id='fJZd9WFIlWnJfCtT'
    to='romeo@montegue.lit'
    type='chat'>
<e2e xmlns='urn:ietf:params:xml:ns:xmpp-e2e:6' type='enc' id='835c92a8-94cd-4e96-b3f3-b2e75a438f92'>
<encheader>
  eyJhbGciOiJBMjU2S1ciLCJ1bmMiOiJBMjU2Q0JD0HTNTEyIiwia2lkIjo1ODY1MDYyTtgOTRjZC02ZTk2LWIzZjMtzJyI1JzVhNDM4ZjkyIn0
</encheader>
<cmk>
  2tsmGH-WQdBxxJEs3d6LB2ovV6e1i9Cl0gizJ9c60vLmC61e111H22MlmqZATeglPloz0VQv5LOH9ST93wvvhVzMHsfx0Cw10
</cmk>
<iv>
  ncOH4MsHT9H1Jxnirx4qw
</iv>
<data>
  FkFc4xGTVkjn7ojitSOSUY8IWfqsQKEIA1vLaBKieqVX1PA1qLzjPP4T2C212e8701Lef31nuNz1nlqP2aREyHYCpE3FAe1U0VG90B1FrJMNDUKAa7eb6GIImamWF9onV-m-GcUpej09f1oPi-rwHzp475UPdAeKq5Z4zd8yXbQP-XyJbcPPTM-U9C2-g-3EKBHC4jM3qWDxVJ0Jb1if3fCVRowzJh4A0B84YrfvkgUMI1qOPg2H6QBNqGUsnLi634LM8R-mhGciDZX2dJ_hnKoXLAp5CmXv9P17odFqocPBIIPpJNrgX_Z4PFjqeq7ILx98GhVkJyLV9HVOFPfYci-LF9nfw1ge11Lfsk0j5Qzyl4J2S0tvY0q_qPmQuCXa0UEPf5U5Dalgv5c0a4ByYNbnkWSbhZS388s8ELzPSE9XydpP-1cSyRke7V8iGe4eHNsm01gWILYOY0K4mYAM5Z2OItJxmoQTmRp6iy5ZFDH9f_HodoB1RxuGEXydvL-estcju5ghsvV3gktedJ10HA4R_M_N5TFlw7hiisyRLi2aQtFyFb7EpZ6oz-cYSLC4QFFxbb13U9a2-Byul8hm_E2b3m4GMhmsCIROM-uht9E9k4h9BixFhDKPr-hToXc93-uQNZ1AQfkITAK1JfQ
</data>
<mac>
  Aj81KdPMDE4U82UAhDBaRr13USmuzS2hfF0e_OBEv8
</mac>
</e2e>
</message>

4. Signatures

4.1. Determining Support

If an agent supports receiving end-to-end object signatures, it MUST advertise that fact in its responses to [XEP-0030] information ("disco#info") requests by returning a feature of "urn:ietcha:params:xml:ns:xmpp-e2e:6:signatures".

<iq xmlns='jabber:client' id='discol'
to='romeo@montegue.lit/garden' type='result'>
</iq>
<query xmlns='http://jabber.org/protocol/disco#info'>
  ...
  ...
</query>

To facilitate discovery, an agent SHOULD also include [XEP-0115] information in any directed or broadcast presence updates.

4.2. Signing XMPP Stanzas

The basic process that a sending agent follows for authenticating stanzas is the same regardless of the kind of stanza (i.e., <iq/>, <message/>, or <presence/>).

4.2.1. Process

For a given plaintext stanza (S), the sending agent performs the following:

1. Ensures the plaintext stanza is fully qualified, including the proper namespace declarations (e.g., contains the attribute 'xmlns' set to the value "jabber:client" for 'jabber:client' stanzas defined in [RFC6120]).

2. Notes the current UTC date and time (N) when this stanza is constructed, formatted as described under Section 7.

3. Constructs a forwarding envelope (M) using a <forwarded/> element qualified by the "urn:xmpp:forward:0" namespace (as defined in [XEP-0297]) as follows:

   * The child element <delay/> qualified by the "urn:xmpp:delay" namespace (as defined in [XEP-0203]) with the attribute 'stamp' set to the UTC date and time value N

   * The plaintext stanza S

4. Converts the forwarding envelope (M) to a UTF-8 encoded string (M'), optionally removing line breaks and other insignificant whitespace between elements and attributes, i.e. M' =
UTF8-encode(M). We call M’ a "stanza-string" because for purposes of encryption and decryption it is treated not as XML but as an opaque string (this avoids the need for complex canonicalization of the XML input).

5. Chooses a private asymmetric key (PK) for which the sending agent has published the corresponding public key to the intended recipients.

6. Performs the message signatures steps from [JOSE-JWS] to generate the JWS Header (H) and JWS Signature (I); using the following inputs:

* The ‘alg’ property is set to an appropriate signature algorithm for PK (e.g., "R256").

* M’ as the JWS Payload.

7. Constructs an <e2e/> element qualified by the "urn:ietf:params:xml:ns:xmpp-e2e:6" namespace as follows:

* The attribute ‘type’ set to the value "sig"

* The child element <sigheader/> qualified by the "urn:ietf:params:xml:ns:xmpp-e2e:6" namespace and with XML character data as H, encoded base64url as per [RFC4648].

* The child element <data/> qualified by the "urn:ietf:params:xml:ns:xmpp-e2e:6" namespace and with XML character data as M’, encoded base64url as per [RFC4648].

* The child element <sig/> qualified by the "urn:ietf:params:xml:ns:xmpp-e2e:6" namespace and with XML character data as I, encoded base64url as per [RFC4648].

8. Sends the <e2e/> element as the payload of a stanza that SHOULD match the stanza from step 1 in kind (e.g., <message/>), type (e.g., "chat"), and addressing (e.g., to="romeo@montegue.lit" from="juliet@capulet.lit/balcony"). If the original stanza (S) has a value for the ‘id’ attribute, this stanza SHOULD NOT use the same value for its "id" attribute.
4.3. Verifying Signed XMPP Stanzas

4.3.1. Protocol Not Understood

If the receiving agent does not understand the protocol, it MUST do one and only one of the following: (1) ignore the <e2e/> extension, (2) ignore the entire stanza, or (3) return a <service-unavailable/> error to the sender, as described in [RFC6120].

NOTE: If the inbound stanza is an <iq/>, the receiving agent MUST return an error to the sending agent, to comply with the exchanging of IQ stanzas in [RFC6121].

4.3.2. Process

Upon receipt of a signed stanza, the receiving agent performs the following:

1. Ensures it has appropriate materials to verify the signature, which generally means ensuring that it possesses one or more public keys for the sending agent (if one is not provided as part of the JWS Header).

2. Performs the message validation steps from [JOSE-JWS], with the following inputs:

   * The JWS Header $H$ from the <sigheader/> element’s character data content.
   
   * The JWS Payload $M'$ from the <data/> element’s character data content.
   
   * The JWS Signature from the <sig/> element’s character data content.

3. Converts the forwarding envelope UTF-encoded string $M'$ into XML element $M$.

4. Obtains the UTC date and time $N$ from the <delay/> child element, and verifies it is within the accepted range, as specified in Section 7.
5. Obtains the plaintext stanza \( S \), which is a child element node of \( M \); the stanza MUST be fully qualified with the proper namespace declarations from XMPP stanzas, to help distinguish it from other content within \( M \).

4.3.3. Insufficient Information

At step 1, if the receiving agent does not have the key used to sign the stanza, or the receiving agent could not otherwise determine it, it MAY return a \(<\text{bad-request/}>\) error to the sending agent (as described in [RFC6120]), optionally supplemented by an application-specific error condition element of \(<\text{insufficient-information/}>\):

\[
\text{<message xmlns='jabber:client'}
\text{ from='juliet@capulet.lit/balcony'}
\text{ id='fJZd9WFIIwNjFctT'}
\text{ to='romeo@montegue.lit/garden'}
\text{ type='chat'}
\text{ <e2e xmlns='urn:ietf:params:xml:ns:xmpp-e2e:6'}
\text{ type='sig'}
\text{ <sigheader>[XML character data]}<\text{sigheader}>
\text{ <data>[XML character data]}<\text{data}>
\text{ <sig>[XML character data]}<\text{sig}>
\text{ </e2e>}
\text{ <error type='modify'}
\text{ <bad-request}
\text{ xmlns='urn:ietf:params:xml:ns:xmpp-stanzas'/}>
\text{ <insufficient-information}
\text{ xmlns='urn:ietf:params:xml:ns:xmpp-e2e:6'/}>
\text{ </error>}
\text{ </message>}
\]

In addition to returning an error, the receiving agent SHOULD NOT present the stanza to the intended recipient (human or application) and SHOULD provide some explicit alternate processing of the stanza (which MAY be to display a message informing the recipient that it has received a stanza that cannot be verified).

4.3.4. Failed Verification

At step 2, if the receiving agent is unable to successfully verify the stanza, the receiving agent SHOULD return a \(<\text{bad-request/}>\) error to the sending agent (as described in [RFC6120]), optionally supplemented by an application-specific error condition element of \(<\text{verification-failed/}>\):
In addition to returning an error, the receiving agent SHOULD NOT present the stanza to the intended recipient (human or application) and SHOULD provide some explicit alternate processing of the stanza (which MAY be to display a message informing the recipient that it has received a stanza that cannot be verified).

4.3.5. Timestamp Not Acceptable

At step 4, if the stanza is successfully verified but the timestamp fails the checks outlined in Section 7, the receiving agent MAY return a <not-acceptable/> error to the sender (as described in [RFC6120]), optionally supplemented by an application-specific error condition element of <bad-timestamp/> (previously defined in [RFC3923]):

<message xmlns='jabber:client'
    from='juliet@capulet.lit/balcony'
    id='fJZd9WFIIwNjFctT'
    to='romeo@montegue.lit/garden'
    type='chat'>
    <e2e xmlns='urn:ietf:params:xml:ns:xmpp-e2e:6'
        type='sig'>
        <sigheader>[XML character data]</sigheader>
        <data>[XML character data]</data>
        <sig>[XML character data]</sig>
    </e2e>
    <error type='modify'>
        <bad-request
            xmlns='urn:ietf:params:xml:ns:xmpp-stanzas'/>
        <verification-failed
            xmlns='urn:ietf:params:xml:ns:xmpp-e2e:6'/>
    </error>
</message>
4.3.6. Successful Verification

If the receiving agent successfully verified the payload, it SHOULD NOT return a stanza error. However, if the signed stanza is an <iq/> of type "get" or "set", the response MAY be sent unsigned if the receiving agent does not have an appropriate public-private key-pair.

Otherwise, the receiving agent SHOULD send the <iq/> response signed as per Section 4.2.1, with the 'type' attribute set to the value "result", even if the response to the signed <iq/> stanza is of type "error". The error applies to the signed stanza, not the wrapping stanza.

4.4. Example - Signing a Message

NOTE: unless otherwise indicated, all line breaks are included for readability.

The sending agent beings with the plaintext version of <message/>
stanza ‘S’:

<message xmlns='jabber:client'
    from='juliet@capulet.lit/balcony'
    to='romeo@montegue.lit'
    type='chat'>
    <thread>35740be5-b5a4-4c4e-962a-a03b14ed92f4</thread>
    <body>
    But to be frank, and give it thee again. 
    And yet I wish but for the thing I have. 
    My bounty is as boundless as the sea, 
    My love as deep; the more I give to thee, 
    The more I have, for both are infinite. 
    </body>
</message>

Then the sending agent performs steps 1, 2, and 3 from Section 4.2.1 generate the envelope M:

<forwarded xmlns='urn:xmpp:forward:0'>
    <delay xmlns='urn:xmpp:delay'

<message xmlns='jabber:client' from='juliet@capulet.lit/balcony' to='romeo@montegue.lit' type='chat'>
<thread>35740be5-b5a4-4c4e-962a-a03b14ed92f4</thread><body>
But to be frank, and give it thee again.
And yet I wish but for the thing I have.
My bounty is as boundless as the sea,
My love as deep; the more I give to thee,
The more I have, for both are infinite.
</body>
</message>
</forwarded>

Then the sending agent performs steps 4, 5, and 6 to generate the [JOSE-JWS] outputs:

JWS Header (before base64url encoding)

{
  "alg":"RS512",
  "kid":"juliet@capulet.lit"
}

JWS Payload

PGZvcndhcmRlZCB4bWxucz0idXJuOnhtcHA62m9yd2FyZDowIj48ZGVsYXkgeGl
snbM9InVybjp4bXBwOmRlBGF5iBzdGFTcD0iMTQ5Mi0wNS0xM1QyMDowNzozNy
4wMTJai18-PG1lc3NhZ2UgeG1sbnM9ImphYmJ1cjpjbGl1bnQ1IGZyb2F0b291I
Gl1dBjYXBi1bGV0LmxpdC9iYWxjb255IiB2b2Y6IiA8ZGVsYXkgeG1sbnM9ImphY
mJ1cjpjbGl1bnQ1IGZyb2F0b291IGZvcmVuY3JhdGVzIiA8PGRldGEgYm9keT48L2
1lc3NhZ2U-PC9mb3JlZWQ-

JWS Signature
Then the sending agent performs steps 7 and 8 and sends the following:

```xml
<message xmlns='jabber:client' from='juliet@capulet.lit/balcony' id='6aAWpciGV98qaegk' to='romeo@montegue.lit' type='cat'>
  <e2e xmlns='urn:ietf:params:xml:ns:xmpp-e2e:6' type='sig'>
    <sigheader>
      eyJhbGciOiJSUzUxMiIsImtpZCI6Imp1bGlldEBjYXB1bGV0LmxpdCJ9
    </sigheader>
    <data>
      PZVzndhcmwL2CB4wXwzczoidXJuOnhtcHA6Zm9yd2FyZDowIjIj4ZGVsYXkgGlbnbM9InVybjp4bXBwOmRlbGF5IiBzdGFtcDoiMTQ5Mi0wNS0xMlQyMDowNzozNy4wMTJiIi8-PG1lc3NhZ2U-PC9mb3J3YXJkZWQ-
    </data>
  </e2e>
</message>
```
5. Requesting Session Keys

Because of the dynamic nature of XMPP stanza routing, the protocol does not exchange session keys as part of the encrypted stanza. Instead, a separate protocol is used by receiving agents to request a particular session key from the sending agent.

5.1. Request Process

Before a SMK can be requested, the receiving agent MUST have at least one public key for which it also has the private key. The public key(s) are provided to the sending agent as part of this process.

To request a SMK, the receiving agent performs the following:

1. Constructs a [JOSE-JWK] JWK Set (KS), containing information about each public key the requesting agent wishes to use. Each key SHOULD include a value for the property ‘kid’ which uniquely identifies it within the context of all provided keys. Each key MUST include a value for the property ‘kid’ if any two keys use the same algorithm.

2. Constructs a <keyreq/> element qualified by the "urn:ietf:params:xml:ns:xmpp-e2e:6" namespace as follows:

   * The attribute ‘id’ set to the SMK identifier value SID.

   * The child element <pkey/> qualified by the "urn:ietf:params:xml:ns:xmpp-e2e:6" namespace and with XML character data as KS, encoded base64url as per [RFC4648].

3. Sends the <keyreq/> element as the payload of an <iq/> stanza with the attribute ‘type’ set to "get", the attribute ‘to’ set to the full JID of the original encrypted stanza’s sender, and the attribute ‘id’ set to an opaque string value the receiving agent uses to track the <iq/> response.
5.2. Accept Process

If the sending agent approves the request, it performs the following steps:

1. Generate a JSON Web Key (JWK) representing the symmetric SMK (according to [JOSE-JWK]):

   * The "kty" parameter MUST be "oct".
   * The "kid" parameter MUST be the SID.
   * The "k" parameter MUST be the SMK, encoded as base64url.
   * The "use" parameter, if present, MUST be set to the algorithm in use for encrypting messages from Section 3.2.
   * The "use" parameter, if present, MUST be set to "enc".

2. Chooses a key (PK) from the keys provided via KS, and notes its identifier value 'kid'.

3. Protects the SMK using the process outlined in [JOSE-KEYPROTECT] to generate the JWE Header (H), JWE Encrypted Key (E), JWE Initialization Vector (IV), JWE Ciphertext (C), and JWE Integrity Value (I); using the following inputs:

   * The ‘alg’ property is set to an algorithm appropriate for the chosen PK (e.g., "RSA-OAEP" for a "RSA" key).
   * The ‘enc’ property is set to the intended content encryption algorithm.
   * A randomly generated CMK. See [RFC4086] for considerations on generating random values.
* A randomly generated initialization vector. See [RFC4086] for considerations on generating random values.

* SMK, formatted as a JWK as above.

4. Constructs a <keyreq/> element qualified by the "urn:ietf:params:xml:ns:xmpp-e2e:6" namespace as follows:

* The attribute ‘id’ set to the SMK Identifier (SID).

* The child element <encheader/> qualified by the "urn:ietf:params:xml:ns:xmpp-e2e:6" namespace and with XML character data as H, encoded base64url as per [RFC4648].

* The child element <cmk/> qualified by the "urn:ietf:params:xml:ns:xmpp-e2e:6" namespace and with XML character data as E, encoded base64url as per [RFC4648].

* The child element <iv/> qualified by the "urn:ietf:params:xml:ns:xmpp-e2e:6" namespace and with XML character data as IV, encoded base64url as per [RFC4648].

* The child element <data/> qualified by the "urn:ietf:params:xml:ns:xmpp-e2e:6" namespace and with XML character data as C, encoded base64url as per [RFC4648].

* The child element <mac/> qualified by the "urn:ietf:params:xml:ns:xmpp-e2e:6" namespace and with XML character data as I, encoded base64url as per [RFC4648].

5. Sends the <keyreq/> element as the payload of an <iq/> stanza with the attribute ‘type’ set to "result", the attribute ‘to’ set to the full JID from the request <iq/>’s ‘from’ attribute, and the attribute ‘id’ set to the value of the request <iq/>’s ‘id’ attribute.

5.3. Error Conditions
If the sending agent does not approve the request, it sends an `<iq/>` stanza of type "error" and containing the reason for denying the request:

- `<forbidden/>`: the key request is made by an entity that is not authorized to decrypt stanzas from the sending agent and/or for the indicated SID.

- `<item-not-found/>`: the requested SID is no longer valid.

- `<not-acceptable/>`: the key request did not contain any keys the sending agent understands.

### 5.4. Example of Successful Key Request

**NOTE:** unless otherwise indicated, all line breaks are included for readability.

To begin a key request, the receiving agent performs step 1 from Section 5.1 to generate the [JOSE-JWK]:

```json
{
    "keys": [
        {
            "kty": "RSA",
            "kid": "romeo@montegue.lit/garden",
            "n": "vtqejkMF01h8oKEAhfHEY00c2jM7e1ISbbSvNs0SNItYWO6GbjpJfN41dxw2VpVRdysnWU3zk6o2_SD0YCH1Wgeu10QK1knMTDdNSXx52e1c4BTw
hlA8ihuutTWmpBqesn1GNZmqB3jYsJOKVBYwCJtkB9APaBvk0it1RtizjCf
1Hnau7nGSyshgu8-srxi_d8rC5TTL5B_zTli6fP8fwDloemX0tCOU65by
SP-1Zxhaf_bD8fpjps6gwSgdkZKMJAI0b0WZWuMpp2ntqa0wLB7Ndxb2Ijr
eog_s5ssAoSIXDVdosw8b36ZP-l1nCk2j-v24qbhaFg5b2tg-gwQ",
            "e": "AQAB"
        }
    ]
}
```

Then the receiving agent performs step 2 to generate the `<keyreq/>`:

```xml
<keyreq xmlns='urn:ietf:params:xml:ns:xmpp-e2e:6'
   id='835c92a8-94cd-4e96-b3f3-b2e75a438f92'>
   <pkey>
      eyJrZXlJjpbeyJrdHki0iJSU0EiLCJraWQiOiJyb21lb0Btb250ZWh1ZS5
saXQvZ2FrY2ZGVuIwwibi161nZ0cWVqa01GMDFoOG9LRWFIZkhFWU8wQzJqTT
dlSVEiY1N2TnMwU05JdF1XTzZHmpwSmZ0NGxxWHcydnBWUmR5c253VTN6a
```

```xml
```
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Then the receiving agent performs step 3 and sends the following:

```xml
<iq xmlns='jabber:client'
    from='romeo@montegue.lit/garden'
    id='xdJbWMA+'
    to='juliet@capulet.lit/balcony'
    type='get'>
    <keyreq xmlns='urn:ietf:params:xml:ns:xmpp-e2e:6'
             id='835c92a8-94cd-4e96-b3f3-b2e75a438f92'>
        <pkey>
            eyJRZXlXjPbeyJrHkiOiJSUOElCJraWQiOiJyb21lb0Btb250ZWd1Z
S5saXQv22Fy2GVuIiwiI6INZ0cWVqa01GMDFoOG9LRWF1ZkxWFUw8WZ
JqTtd1SWNy1N2TmWuU05JdF1XTZHZHmypWSmZONGxkkWcydnBWumR5c25
3VT6azZvM19TRDBZQ0gxV2dlUkwUUusa25NVERkT1NYeDUyZTFjNEJU
d2hsQThpSHV1dFRXbXBCcWVzbjFHTlptcUIzallzSk9rVkJZd0NKdGtC0
UFQyUJJ2azBpdGxSdl6aakNMMUhIbmF1N25Ht3R5c2hndTgtc3J4aV9kOH
JDNRUTFNCX3pUMWkZ21A4ZNdEbg91bVhPdEmwVTY1Ynk1UC0xWhk4YWZ
fYkQ4ZBqcHM2Z3dTZ2RrWtNSkFJMGJPVlpXu1wcDJudHFeMHdMQjDO
ZHHiMklqcmVvV19zNXNzQW9TaVhEVMvRvc3dTYnAzNLpQLTFsbkNnMmotd
lo0cWJoYUZnNWJadGdO1Wd3USISImUiOiJBUUFCInldfQ
</pkey>
</keyreq>
</iq>
```

If the sending agent accepts this key request, it performs step 1 from Section 5.2 to generate JWK representation of the SMK:

```json
{
  "kty": "oct",
  "kid": "835c92a8-94cd-4e96-b3f3-b2e75a438f92",
  "k": "xWtdjhYsH4Va_9SfYSefsJfZu03m5RrbX0_UavxxeU8"
}
```

Then the sending agent performs steps 2 and 3 to generate the protected SMK:
JWE Header (before base64url encoding)

```json
{
    "alg":"RSA-OAEP",
    "kid":"romeo@montegue.lit/garden",
    "enc":"A256CBC+HS512",
    "cty":"application/jwk+json"
}
```

JWE Encrypted Key

```
hKUOpAif76c-hmRwEphVB9wXjioLpww75x98MSWyCBtfUgmpok93ttUXo24AAIk
rzJ0trPFuqPzyHjhay3ggfgjvLjJ_KGhqI5cScIzaQsQPXE6FnrswUr09Sjv
2VRxOay4guMQnbQ0ibpIBxeuL9MJ_vdeb_BdSE8Y24iTfMb7GT35qZC9NgweX
3fITeo2Ljy8Ev3Hud5L1NzZy9pKmAUZNIwGv7LtyY4F7NnOv9oLX1HtmF3E3
_skkyTqoKMvMewLkIO88h325qCPwFdrLwPp63betCmewDJPaBdrp91rLchXVo-
d2ueKkb59TxWjMx7esBdaxCAcDQ
```

JWE Initialization Vector

```
Ggiego8UisSj7GgY94qOng
```

JWE Ciphertext

```
4vIGDz9Hm6Si4LiS09JoA6ZzSOKitztLGAiMUs3RTviF009choPhxJNl0j8KX8QIL
u4zZ-ytCnG-yzNx5SsT8KEQJh1f6_9yWplxpX173k62JV-sXGd4Mj9u7N0IqWQL
K5DMytv7XopsZsR9QFCDNGe
```

JWE Integrity Value

```
3GuaasWVOXGTBbRtNP6Q14_cHL-ZJC1naDtU6E1ecw
```

Then the sending agent performs step 4 to generate the `<keyreq/>` response:

```xml
<keyreq xmlns='urn:ietf:params:xml:ns:xmpp-e2e:6'
    id='835c92a8-94cd-4e96-b3f3-b2e75a438f92'>
    <encheader>
      eyJhbGciOiJSU0EtT0FFUCIsImtpZCI6InJvbWVvQG1vbnRlZ3VlLmxpdC9
      nYXJkZW4iLCJlbmMiOiJBMjU2Q0JDK0hTNTExIiwiY3R5IjoiY2VydmljZSIs
      Rp24vandkrKZpb24iIn0=
    </encheader>
    <cmk>
```
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Then the sending agent performs step 5 and sends the following:

<iq xmlns='jabber:client'
   from='juliet@capulet.lit/balcony'
   id='xdJBWMA+'
   to='romeo@montegue.lit/garden'
   type='result'>
   <keyreq xmlns='urn:ietf:params:xml:ns:xmpp-e2e:6'
     id='835c92a8-94cd-4e96-b3f3-b2e75a438f92'>
     <encheader>
       eyJhbGciOiJSU0EtT0FFUCIsImtpZCI6InJvbWVvQG1vbnRlZ3VlLmxpdC9nYXJkZW4iLCJlbmMiOiJBMjU2Q0JDK0hTNTEyIiwiY3R5IjoiYXBwbGljYXRpb24vZmFjdG9yeSBzdWJsb2dpbmcgcmVxdWVzdCBhbmQgZmFjdCBzdWJsb2dpbmcgYXBwbGljYXRpb24iLCJpc3MiOiJjbiIsImlhdCI6MTcwNjYwODE2Mn0=
     </encheader>
     <cmk>
       hKUOpAif76c-hmR ephemVB 9wXjloLpww75x98MSW yCBtfUgmopk93ttUX0z
       AA1krZJ0trPuQfWZyHjay3ggfgjV1j3-KGhqvI5Sc1zaAQs0Pexp6Fnr
       Urw095jv2RvXOay4gMqnbQ0i1bpifBxeuL9Mj_vdeb_BdSE8Yz4iTFMb7G
       T35gZC9NgweX3fIEo2LjY8hEVDHudo5L1Nzzyp9KmAUZNIwGu7L7y7IF
       7NnOv90LxHttmE3_skkYqO8KvMrwLkI088h325qCpWFdrLwPp63betCme
       wDJPaBdrp91rLchhXVo-d2ueKkb59TxWjMx7esBdaxCAcDQ
     </cmk>
     <iv>Ggiego8UisSj7GgY94qOng</iv>
   </keyreq>
</iq>
6. Multiple Operations

The individual processes for encrypting and signing can be nested; the output of each process a complete stanza that could then be performed with the other. An implementation MUST be able to process one level of nesting (e.g., an encrypted stanza nested within a signed stanza), and SHOULD handle multiple levels within reasonable limits for the receiving agent.

7. Inclusion and Checking of Timestamps

Timestamps are included to help prevent replay attacks. All timestamps MUST conform to [XEP-0082] and be presented as UTC with no offset, and SHOULD include the seconds and fractions of a second to three digits. Absent a local adjustment to the sending agent’s perceived time or the underlying clock time, the sending agent MUST ensure that the timestamps it sends to the receiver increase monotonically (if necessary by incrementing the seconds fraction in the timestamp if the clock returns the same time for multiple requests). The following rules apply to the receiving agent:

- It MUST verify that the timestamp received is within an acceptable range of the current time. It is RECOMMENDED that implementations use an acceptable range of five minutes, although implementations MAY use a smaller acceptable range.

- It SHOULD verify that the timestamp received is greater than any timestamp received in the last 10 minutes which passed the previous check.

- If any of the foregoing checks fails, the timestamp SHOULD be presented to the receiving entity (human or application) marked as "old timestamp", "future timestamp", or "decreasing timestamp", and the receiving entity MAY return a stanza error to the sender.
Note the foregoing assumes the stanza is received while the receiving agent is online; see Section 9 for offline storage considerations.

8. Interaction with Stanza Semantics

The following limitations and caveats apply:

- Undirected <presence/> stanzas SHOULD NOT be encrypted. Such stanzas are delivered to anyone the sender has authorized, and can generate a large volume of key requests.

- Undirected <presence/> stanzas MAY be signed. However, note that signatures significantly increase the size of a stanza kind that is often multiplexed across to many XMPP entities; this could have large impacts on bandwidth and latency.

- Stanzas directed to multiplexing services (e.g., multi-user chat) SHOULD NOT be encrypted, unless the sender has established an acceptable trust relationship with the multiplexing service.

9. Interaction with Offline Storage

The server makes its best effort to deliver stanzas. When the receiving agent is offline at the time of delivery, the server might store the message until the recipient is next online (offline storage does not apply to <iq/> or <presence/> stanzas, only <message/> stanzas). The following need to be considered:

- If the sending agent is not also online when the message is delivered to the receiving agent from offline storage, then the decryption process fails for insufficient information as described in Section 3.3.3.

- When performing the timestamp checks in Section 7, if the server includes delayed delivery data as specified in [XEP-0203] for when the server received the message, then the receiving agent SHOULD use the delayed delivery timestamp rather than the current time.
10. Mandatory-to-Implement Cryptographic Algorithms

All algorithms that MUST be implemented for [JOSE-JWE] and [JOSE-JWS] also MUST be implemented for this specification. However, this specification further mandates the use of the following:

- MUST implement the "RSA1_5" JWE algorithm.
- MUST implement the "RS256" JWS algorithm.

11. Security Considerations

11.1. Storage of Encrypted Stanzas

The recipient’s server might store any <message/> stanzas received until the recipient is next available; this duration could be anywhere from a few minutes to several months.

11.2. Re-use of Session Master Keys

A sender SHOULD NOT use the same SMK for stanzas intended for different recipients, as determined by the localpart and domainpart of the recipient’s JID.

A sender MAY re-use a SMK for several stanzas to the same recipient. In this case, the SID remains the same, but the sending agent MUST generate a new CMK and IV for each encrypted stanza. The sender SHOULD periodically generate a new SMK (and its associated SID); however, this specification does not mandate any specific algorithms or processes.

In the case of <message/> stanzas, a sending agent might generate a new SMK each time it generates a new ThreadID, as outlined in [XEP-0201].

12. IANA Considerations

12.1. XML Namespaces Name for e2e Data in XMPP

A number of URN sub-namespaces of encrypted and/or signed content for the Extensible Messaging and Presence Protocol (XMPP) is defined as follows.


Specification: RFC XXXX
Description: This is an XML namespace name of encrypted and/or signed content for the Extensible Messaging and Presence Protocol as defined [[this document]].

Registrant Contact: IESG, <iesg@ietf.org>


Specification: RFC XXXX

Description: This is an XML namespace name signalling support for encrypted content for the Extensible Messaging and Presence Protocol as defined [[this document]].

Registrant Contact: IESG, <iesg@ietf.org>


Specification: RFC XXXX

Description: This is an XML namespace name signalling support for signed content for the Extensible Messaging and Presence Protocol as defined [[this document]].

Registrant Contact: IESG, <iesg@ietf.org>

13. References

13.1. Normative References


13.2. Informative References
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The following XML schema is descriptive, not normative.

```xml
<?xml version='1.0' encoding='UTF-8'?>
<xs:schema
   xmlns:xs='http://www.w3.org/2001/XMLSchema'
   targetNamespace='urn:ietf:params:xml:ns:xmpp-e2e:6'
   xmlns='urn:ietf:params:xml:ns:xmpp-e2e:6'
   elementFormDefault='qualified'>
  <xs:element name='e2e'>
    <xs:complexType>
      <xs:attribute name='id' type='xs:string' use='optional'/>
      <xs:attribute name='type' use='required'>
        <xs:simpleType>
          <xs:restriction base='xs:NMTOKEN'>
            <xs:enumeration value='enc'/>
            <xs:enumeration value='sig'/>
          </xs:restriction>
        </xs:simpleType>
      </xs:attribute>
    </xs:complexType>
  </xs:element>
  <xs:complexType>
    <xs:sequence>
      <xs:element ref='header' minOccurs='1' maxOccurs='1'/>
      <xs:element ref='cmk' minOccurs='1' maxOccurs='1'/>
      <xs:element ref='iv' minOccurs='1' maxOccurs='1'/>
      <xs:element ref='data' minOccurs='1' maxOccurs='1'/>
      <xs:element ref='mac' minOccurs='1' maxOccurs='1'/>
    </xs:sequence>
  </xs:complexType>
</xs:schema>
```
<xs:element name='keyreq'>
  <xs:complexType>
    <xs:attribute name='id' type='xs:string' use='required'/>
    <xs:sequence>
      <xs:element ref='pkey' minOccurs='0' maxOccurs='1'/>
      <xs:element ref='header' minOccurs='0' maxOccurs='1'/>
      <xs:element ref='cmk' minOccurs='1' maxOccurs='1'/>
      <xs:element ref='iv' minOccurs='1' maxOccurs='1'/>
      <xs:element ref='data' minOccurs='1' maxOccurs='1'/>
      <xs:element ref='mac' minOccurs='1' maxOccurs='1'/>
    </xs:sequence>
  </xs:complexType>
</xs:element>

<xs:element name='cmk'>
  <xs:complexType>
    <xs:simpleType>
      <xs:extension base='xs:string'>
      </xs:extension>
    </xs:simpleType>
  </xs:complexType>
</xs:element>

<xs:element name='iv'>
  <xs:complexType>
    <xs:simpleType>
      <xs:extension base='xs:string'>
      </xs:extension>
    </xs:simpleType>
  </xs:complexType>
</xs:element>

<xs:element name='data'>
  <xs:complexType>
    <xs:simpleType>
      <xs:extension base='xs:string'>
      </xs:extension>
    </xs:simpleType>
  </xs:complexType>
</xs:element>

<xs:element name='encheader'>
  <xs:complexType>
    <xs:simpleType>
      <xs:extension base='xs:string'>
      </xs:extension>
    </xs:simpleType>
  </xs:complexType>
</xs:element>


<xs:extension base='xs:string'>
  <xs:extension>
  </xs:simpleType>
</xs:complexType>
</xs:element>

<xs:element name='mac'>
  <xs:complexType>
    <xs:simpleType>
      <xs:extension base='xs:string'>
        <xs:extension>
        </xs:simpleType>
      </xs:complexType>
    </xs:element>
  </xs:complexType>
</xs:element>

<xs:element name='pkey'>
  <xs:complexType>
    <xs:simpleType>
      <xs:extension base='xs:string'>
        <xs:extension>
        </xs:simpleType>
      </xs:complexType>
    </xs:element>
  </xs:complexType>
</xs:element>

<xs:element name='sigheader'>
  <xs:complexType>
    <xs:simpleType>
      <xs:extension base='xs:string'>
        <xs:extension>
        </xs:simpleType>
      </xs:complexType>
    </xs:element>
  </xs:complexType>
</xs:element>

<xs:element name='bad-timestamp' type='empty'/>
<xs:element name='decryption-failed' type='empty'/>
<xs:element name='insufficient-information' type='empty'/>
<xs:element name='verification-failed' type='empty'/>

<xs:simpleType name='empty'>
  <xs:restriction base='xs:string'>
    <xs:enumeration value=''/>
  </xs:restriction>
</xs:simpleType>

</xs:schema>
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