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Abstract

This memo describes an automated key selection extension for the TCP [RFC0793] authentication option [I-D.bonica-tcp-auth]. This key selection extension allows two TCP endpoints to authenticate TCP segments using a Message Authentication Code (MAC) key chosen dynamically by an endpoint, rather than using a pre-configured MAC key.
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1. Introduction

The TCP Authentication Option [I-D.bonica-tcp-auth] specifies a means of providing integrity protection to BGP and other TCP-based routing protocols. It does this by applying a Message Authentication Code (MAC) to the TCP pseudo-header, TCP header, and TCP segment data (if any). Several allowed MAC algorithms are defined.

MAC algorithms take as input a secret key known to the two TCP endpoints, called a MAC key. The TCP Authentication Option describes a means of organizing and storing MAC keys in a key chain. These keys are chosen out of band, and manually entered into the configuration of the TCP endpoints.

This memo describes a means by which TCP endpoints choose MAC keys using an automated process, and is a more secure and operationally simpler method of key selection. The automatically generated keys are protected during transmission by a long-lived key encryption key (KEK) shared between the TCP endpoints.

This memo also specifies additional strong MAC algorithms that use unique nonces for each TCP segment. This is important because at present the best-performing MACs all have this requirement. MAC algorithms using nonces are only safe to use with an automatic key selection process. This is because an automatic key selection process can quickly and securely react to the condition that a non-unique nonce is about to be used.

Several alternative methods for automatically providing keys for the TCP Authentication Option were considered and rejected. These methods and the rejection rationale are described in Appendix A of this document.

1.1. Requirements notation

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in [RFC2119].

1.2. Terminology

Key Encrypting Key (KEK). A key used with a cryptographic algorithm to encrypt another key.

Message Authentication Code (MAC). A keyed cryptographic integrity function computed on data using a secret key to detect modifications of the data (e.g., a TCP segment). An attacker who does not know the secret key is unable to generate the MAC.
corresponding to a particular message, or to modify the message in an undetectable fashion, with very high probability. This is true even if the attacker can perform a chosen-message attack, and cause a legitimate user of the system to authenticate messages of its choice.

Message Authentication Code Key (MAC Key). A key used to authenticate a TCP segment.
2. Automatic Key Selection Process

This memo specifies a method for a TCP endpoint to automatically generate a TCP Enhanced Authentication Option MAC key and passing it to a peer in-band. The MAC key is passed in the TCP Enhanced Authentication Option encrypted under a Key Encrypting Key (KEK) known to both TCP end-points. When an encrypted key is included in this TCP option, it is used to authenticate the current segment, and all subsequent segments in the TCP exchange until a new key is chosen by either of the TCP end-points. Key encryption algorithms and modes used with the KEK MUST be strong enough so that in-line transmission of the key does not degrade the security offered by the MAC algorithm. One strong KEK algorithm is described below.

Two TCP end-points configure one or more KEKs before the in-band key selection method is used. These KEKs can be entered and stored on a key chain, as described in the TCP Enhanced Authentication Option. A KEK is never used directly as a MAC key because using a cryptographic key for multiple purposes (such as a KEK and a MAC key) may cause a cryptographic vulnerability and weaken the key. A KEK typically has a long lifetime.

When the automated key selection method is used, MAC keys are generated as needed using a strong random number generator. The KEK is used to encrypt the MAC key, and the resulting ciphertext is then included in the Encrypted Key portion of the TCP Enhanced Authentication Option. This approach allows for a scheduled automatic generation of keys that can be periodically replaced based on the policy of either TCP. Generating and distributing a MAC key requires no operator intervention on either TCP endpoint.

2.1. Use of Key Chains

Both MAC keys and KEKs are configured in key chains as described in Section 5 of the TCP Enhanced Authentication Option. The following sections describe the requirements for configuring the keys.

2.1.1. KEK Configuration

The KEK is manually configured in a key chain with the same attributes as described in the TCP Enhanced Authentication Option. This section describes KEKs as if they are stored in a key chain different from MAC keys so as to not complicate or alter the MAC key chain semantics described in the TCP Enhanced Authentication Option. However, this section does not mandate any specific implementation. Note that the presence of multiple KEKs in the same key chain allows for automatic KEK rollover. KEKs can also be configured with a direction (used for inbound and/or outbound segments). This semantic
allows each TCP Endpoint to choose an independent outbound KEK, if desired.

2.1.2. MAC Key Configuration

The automatically generated MAC key is stored in the MAC key chain with the following attributes:

- Identifier i set from the TCP Enhanced Authentication Option
- Authentication algorithm A[i] set from the TCP Enhanced Authentication Option
- Shared secret K[i] set from the automatically generated MAC Key
- Inbound or outbound set depending on the setting of V[kek].
- Start time S[i] set from the current time
- End time [T] set as the highest possible value
- S'[i] set from the current time (unless V[kek] indicates outbound-only, in which S'[i] is set to the highest possible value)
- T'[i] set to the highest possible value

The use of pair-wise automatically generated MAC Keys is especially powerful, because each side can choose independently when to begin using a new MAC Key for its outbound segments. (See the discussion on V[i] in the TCP Enhanced Authentication Option).

2.2. Sender Operations

A TCP Endpoint choosing a new MAC Key uses the following step:

- Generates a MAC Key of the appropriate length using a strong random number generator. A random number generator approved for NIST PUB 140-2 [FIPS.140-2.AnnexC] SHOULD be used.
- Places the MAC Key into its key chain as described above. A[i] is set to a chosen authentication algorithm. The Key ID i is set to a Key Id value currently unused in this key chain.
- Creates a TCP Enhanced Authentication Option with The K bit set to 1, the Alg ID set to A[i], and the Key ID set to i.
- Adds an Authentication Data formed as described below.
When a TCP end-point sends a new key, it SHOULD retain the previous key until the peer also begins to encrypt using the new key. Doing so allows a continued receipt of TCP segments from the peer, including ack messages indicating that the segment with the new MAC key was not received.

2.3. Receiver Operations

A TCP Endpoint receiving a new MAC Key uses the following steps:

- Detects that the packet includes an encrypted MAC Key by observing that the K bit is set.
- Extracts the new MAC Key by decrypting it with the KEK and verifying that the decrypted key is well formed (i.e., the KEK Algorithm ID is a known algorithm id, and the Reserved bits are set to zero).
- Verifies that the MAC Key was used to authenticate the packet.
- Places the MAC Key into its key chain as described above. A[i] is set to be the authentication algorithm defined in the In-line Encrypted Key Payload. The Key ID i is set to a Key Id value defined in the In-line Encrypted Key Payload.

2.4. Authentication Data Format

The TCP Enhanced Authentication Option defines an Authentication Data field, which always contains at least a Message Authentication Code. When the automated key selection option is used, the Authentication Data field includes both the MAC and an In-line Encrypted Key Payload, as shown in the following figure.

```
0                   1                   2                   3
0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+
|                  Message Authentication Code                  ~
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+
|                 In-line Encrypted Key Payload                 ~
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+
```

The Message Authentication Code field contains the output of the MAC algorithm. Its size is deterministic based on MAC algorithm. The In-line Encrypted Key Payload is constructed as follows:
2.4.1. KEK Algorithm ID Types

The MAC algorithms described in [I-D.bonica-tcp-auth] and this memo all use a key of 128-bits or smaller. The following algorithm is suitable to be used as a key encrypting key for these key sizes:

AES-128-ECB. The MAC key is encrypted using an AES 128-bit key encrypting key, resulting in a 128-bit encrypted key. Use of ECB mode is acceptable because only one block is being encrypted. This algorithm MUST NOT be used to encrypt a MAC key larger than 128 bits.

If a MAC algorithm requiring a key of larger than 128 bits is defined for use with this automated key selection extension, then a different key encrypting key algorithm will be required. Two possible methods are defined in [RFC3394] and [RFC3537].
3. MAC Algorithms using Nonces

All MAC algorithms take two types of inputs: the data to be authenticated, and the key. Many MAC algorithms (e.g., AES-128-CMAC-96 and HMAC-SHA-1-96) take only these inputs, which results in an Authentication Data field of the size of the resulting MAC. However, another class of MAC algorithms takes an additional input called a "nonce". Algorithms requiring a nonce tend to be better performing MAC algorithms, and thus have value when used with the TCP Enhanced Authentication Option.

A nonce permutes the output of a MAC algorithm such that it returns a unique value for each ICV value generated with a particular key and nonce pair. However, a particular key and nonce pair MUST NOT be used to authenticate two different sets of data. Doing so may weaken the MAC such that an attacker is able to generate properly formed MACs, which is a catastrophic cryptographic failure. Note that this restriction results in the requirement that a single MAC key MUST NOT be used to protect more than one TCP session. In order to guarantee that nonces used with a particular MAC key are unique, a monotonically increasing sequence number is included in the nonce.

3.1. Authentication Data Format

If the MAC algorithm requires a nonce for its operation, the sequence number part of the nonce MUST be included at the beginning of the Authentication data, as follows.

```
0                   1                   2                   3
0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+
|                       Sequence Number                         |
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+
|                  Message Authentication Code                  ~
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+
```

- **Sequence Number** (32 bits). A monotonically increasing value used as a base for a nonce for algorithms requiring a unique value for each ICV value generated with a particular key. The first sequence number used with a particular MAC key is typically 1, although it MAY start a higher value. When a sequence number reaches 2**32-1, the key MUST NOT be used to authenticate any further packets.

- **Message Authentication Code** (variable). The size of the MAC varies according to the MAC algorithm definition (see table in a later section). There are no restrictions on the size of the Message Authentication Code field. In all cases, the MAC
algorithm definition must produce a result that is a multiple of 8 bits.

When a MAC algorithm requiring a nonce is used with a TCP Extended Authentication Option where K is 1, the Authentication Data field is as follows, with each field defined as described above:

```
| Sequence Number | Message Authentication Code | In-line Encrypted Key Payload |
```

3.2. MAC Algorithm ID Types

All Algorithm IDs described in the TCP Authentication Option document are suitable for use with this option. Additionally, the following nonce based MAC algorithms are defined.

- AES-128-GMAC-96. AES [FIPS.197.2001] with a 128-bit key in the GMAC [GMAC] mode of operation, with the result truncated to 96 bits. This algorithm requires a 96-bit unique nonce. The nonce is formed as follows. The leftmost 56 bits are all set to zero. The next eight bits contain a direction byte. The binary value of the direction byte is 00000000 for the TCP endpoint sending the segment containing the encrypted key, and 00000001 for the TCP endpoint receiving the segment containing the encrypted key. The rightmost 32 bits are copied from the Sequence Number field. The AES-128-GMAC-96 algorithm MUST be implemented for an implementation to conform to this specification.

- AES-128-UMAC-96. The UMAC-96 message authentication code [UMAC] with the result truncated to 96 bits. This algorithm also requires a nonce. For the purposes of this document the nonce will be a 40 bit nonce. The nonce is formed as follows. The first eight bits contain a direction byte. The binary value of the direction byte is 00000000 for the TCP endpoint sending the segment containing the encrypted key, and 00000001 for the TCP endpoint receiving the segment containing the encrypted key. The rightmost 32 bits are copied from the Sequence Number field.
4. Discussion

4.1. MAC Option Size

The cumulative number of TCP option bytes is currently limited to 40 bytes. The TCP MAC Option can consume a variable number of bytes, depending on a number of factors. The following sections describe several scenarios.

The size of the authentication data field varies depending on the output of the MAC algorithm and whether or not the MAC algorithm requires a sequence number field. The following table lists the MAC algorithms identified in this proposal and the resulting size of the authentication data field.

<table>
<thead>
<tr>
<th>MAC Algorithm</th>
<th>Authentication Data Size (bits)</th>
</tr>
</thead>
<tbody>
<tr>
<td>HMAC-SHA-1-96</td>
<td>96</td>
</tr>
<tr>
<td>AES-128-CMAC-96</td>
<td>96</td>
</tr>
<tr>
<td>AES-128-GMAC-96</td>
<td>128</td>
</tr>
<tr>
<td>AES-128-UMAC-96</td>
<td>128</td>
</tr>
</tbody>
</table>

4.1.1. Authentication Data Only

The TCP Enhanced Authentication Option consumes four bytes for the option header. If K is not set to one, then the total size of the TCP MAC option is only the additional number of bytes needed by the MAC algorithm. All MAC algorithms described in the TCP Enhanced Authentication Option and this memo require 12 bytes. This gives a total of 16 bytes for the TCP MAC option.

MAC algorithms requiring a nonce need an additional four bytes to carry a sequence number in the authentication data portion of the option. This results in a total of 20 bytes. However, MAC algorithms requiring a nonce tend to consume fewer software and/or hardware resources than other MAC algorithms. Using a MAC algorithm requiring a nonce trades off an additional four bytes in the segment for a faster cryptographic algorithm.

4.1.2. Adding an Encrypted Key

If K is set to one, then the encrypted key field is added to the MAC option. This adds the ability to do in-band keying, and simplify key management operations, but with a cost of additional TCP option bytes. When an encrypted key is included, two bytes are always needed to describe the KEK algorithm and KEK Key Identifier used to
encrypt the MAC key. The KEK algorithm also determines the number of bytes needed for the encrypted MAC key. The one KEK algorithm defined in this proposal requires 16 bytes, which results in a total of 18 bytes for the encrypted key.

Thus, 34 bytes total bytes are required when paired with a MAC algorithm not needing a nonce (although 36 bytes may be used if padding is added). A total of 38 bytes are required when paired with a MAC algorithm needing a nonce (or 40 bytes if padding is added). However, the encrypted key is only required when one of the TCP end-points requires a new key (i.e., at the start of a TCP session, or when the security policy mandates a change later on in the session.) All other segments in the TCP session contain only the Authentication Data portion, which remains a modest size.

Additional KEK methods that require fewer bytes passed in the In-line Encrypted Key Payload may be defined at a later time, which would reduce the use of TCP Option bytes.

4.2. Insuitability of the TCP Sequence Number as the Sequence Number

Using an additional four TCP option bytes for a sequence number dedicated to the MAC option is required in order to satisfy the cryptographic requirement of unique nonces. No other value in a TCP packet is guaranteed to be unique. At first glance, the TCP Sequence Number would appear to be suitable. However, the TCP Sequence Number can wrap, after which it increments back through the same sequence number space.

A security system should not depend on an external value when it can be manipulated such that the security constraint of the system is violated. This sort of dependency greatly increases the size of the security boundary (that is, the logical boundary containing all of the security functionality), which makes the validation of the correctness of the security system much more difficult.

In this case, the TCP Sequence Number is a value that can be manipulated elsewhere by the TCP module such that it is not actually unique enough for the security constraint. For example, some TCP redundancy solutions may resend TCP segments starting with the same TCP sequence number but with a different length. This violates the security requirement that a key and nonce are never used on TCP segments with different data.

4.3. Retention of automatically generated keys

Automatically generated keys MUST NOT be retained after their lifetime has expired.
Automatically generated keys SHOULD NOT be saved over a reboot. If this advice is ignored, a nonce containing a sequence number greater than the most recently used sequence number MUST be stored with the key. However, a more reliable system would simply generate a new MAC key (and associated nonce, if required) when the system resumes operation.

4.4. TCP sequence number wrapping

When a TCP sequence number wraps around (i.e., from a high number to a low number), an automatically generated key MUST be expired irrespective of the time based policy in the key chain and replaced with a new key. If the old key were not expired, there is a slight possibility that the TCP sequence numbers in the segment will both wrap, and both appear to be current in the TCP window. In this case, the segment may be accepted by the receiver as a new segment. Should the replayed segment contain an encrypted MAC key, and if the KEK has not changed, then the receiver will install the old key and no longer communicate properly with the authentic sender of the TCP segments.
5. IANA Considerations

The terms "Standards Action" and "Private Use" in this section indicate the policies described for these terms in [RFC2434].

The TCP Authentication Code header includes an Algorithm ID field. The following two new Algorithm ID types are defined in this document, which require values be assigned to them: AES-128-GMAC-96, AES-128-UMAC-96.

The In-line Encrypted Key Payload contains an Algorithm ID, for which IANA is to create and maintain a registry entitled "Key Encrypting Key Algorithm IDs". This document defines the following initial set of IDs:

<table>
<thead>
<tr>
<th>KEK Algorithm ID</th>
<th>Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>RESERVED</td>
<td>0</td>
</tr>
<tr>
<td>AES-128-ECB</td>
<td>1</td>
</tr>
<tr>
<td>Standards Action</td>
<td>2-47</td>
</tr>
<tr>
<td>Private Use</td>
<td>48-63</td>
</tr>
</tbody>
</table>
6. Security Considerations

This proposal allows for automatic re-keying for the TCP Enhanced Authentication Option, which provides the following key management benefits:

- Automated key lifetime management. A system can rollover keys triggered by any means chosen by the system (e.g., volume lifetime, time lifetime).

- Automated key selection. Keys chosen with a good random number generator are generally superior in quality to keys chosen by a human operator.

- Keys are chosen for use of a particular TCP session, and cannot be shared between TCP session to different peers.

Use of automatic key selection requires a static KEK with a long lifetime. Whereas the KEK needs to be changed periodically, the length of the period should be very long, compared to the lifetime of the MAC keys.

MAC algorithms requiring a unique nonce per segment (e.g., AES-128-GMAC-96) SHOULD NOT be used with manually configured MAC keys. If the sequence number used as an input to the nonce wraps (or is re-initialized after a system reboot), a single nonce would be used multiple times with a single key. This would cause a catastrophic cryptographic failure, with the amount of damage dependant upon the actual algorithm.
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Appendix A. Rejected Alternatives

This draft discusses a means to exchange encrypted keys between TCP endpoints. Several alternatives have been suggested. This section describes those alternatives as well as the rationale by which they were rejected.

Any method of generating keys for use by the TCP Authentication option must be implementable within a TCP stack without depending on external management protocols. Therefore, the approach must be relatively simple, yet provide good quality encryption keys in a secure manner. The following methods partially meet this criteria but have flaws that result in their rejection.

A.1. Deriving session keys from a master key

A TCP endpoint could store a long-term master key used to derive session keys. Session keys would be derived heuristically (e.g., using a one-way hash chain) to create a set of ordered keys. This would have the advantage of not needing to pass the session key in a packet between routers.

However, in order to support this method a router would be required to store the position in the chain of the previously used key. This is necessary in order to avoid re-using keys. While that requirement may not initially seem onerous, it should be noted that router configurations are generally stored on media that is not intended to be written frequently (e.g., NVRAM, flash memory). Therefore, reliable storage of ephemeral information (such as the position in a key chain) is problematic. A failure to store the most recently used key would result in a catastrophic security failure, and thus this method is rejected.

A.2. Deriving session keys using the Diffie-Hellman algorithm

It would be possible for a pair of TCP endpoints to use a Diffie-Hellman based protocol to derive session keys. However, since the Diffie-Hellman public numbers would be passed in the first two segments of an exchange, some other security mechanism (e.g., a long-term shared secret) would be necessary to protect the first two segments in the stream.

Diffie-Hellman public numbers with adequate security to derive a 128-bit AES key have been estimated at 3200 bits (400 bytes) [RFC3766]. Numbers this large can consume too many bytes to be effectively transferred in a TCP option. Also, computing the Diffie-Hellman algorithm shared secret during the initial handshake of every BGP session is too much overhead for the control plane of the router. It
is clear that any method based on passing Diffie-Hellman numbers is not feasible.
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